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To my family
ITHACA

When you set out on your journey to Ithaca,
pray that the road is long,
full of adventure, full of knowledge.
The Lestrygonians and the Cyclops,
the angry Poseidon - do not fear them-
You will never find such as these on your path
if your thoughts remain lofty, if a fine
emotion touches your spirit and your body.
The Lestrygonians and the Cyclops,
the fierce Poseidon you will never encounter,
if you do not carry them within your soul,
if your heart does not set them up before you.

Pray that the road is long.
That the summer mornings are many, when,
with such pleasure, with such joy
you will enter ports seen for the first time;
stop at Phoenician markets,
and purchase fine merchandise,
mother-of-pearl and coral, amber and ebony,
and sensual perfumes of all kinds,
as many sensual perfumes as you can
visit many Egyptian cities,
to learn and learn from scholars.

Always keep Ithaca in your mind.
To arrive there is your ultimate goal.
But do not hurry the voyage at all.
It is better to let it last for many years;
and to anchor at the island when you are old,
rich with all you have gained on the way,
not expecting that Ithaca will offer you riches.

Ithaca has given you the beautiful voyage.
Without her you would never have set out on the road.
She has nothing more to give you.
And if you find her poor, Ithaca has not deceived you.
Wise as you have become, with so much experience,
you must already have understood what Ithaca mean.

CONSTANTINE CAVAFY (1863-1933)
translated by Rae Dalven
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Abstract

A web service is a software system that provides a machine-processable interface to the other machines over the network using different Internet protocols. They are being increasingly used in the industry in order to automate different tasks and offer services to a wider audience. The REST architectural style aims at producing scalable and extensible web services using technologies that play well with the existing tools and infrastructure of the web. It provides a uniform set of operation that can be used to invoke a CRUD interface (create, retrieve, update and delete) of a web service. The stateless behavior of the service interface requires that every request to a resource is independent of the previous ones facilitating scalability. Automated systems, e.g., hotel reservation systems, provide advanced scenarios for stateful services that require a certain sequence of requests that must be followed in order to fulfill the service goals. Designing and developing such services for advanced scenarios with REST constraints require rigorous approaches that are capable of creating web services that can be trusted for their behavior. Systems that can be trusted for their behavior can be termed as dependable systems. This thesis presents an integrated design, analysis and validation approach that facilitates the service developer to create dependable and stateful REST web services.

The main contribution of this thesis is that we provide a novel model-driven methodology to design behavioral REST web service interfaces and their compositions. The behavioral interfaces provide information on what methods can be invoked on a service and the pre- and post-conditions of these methods. The methodology uses Unified Modeling Language (UML), as the modeling language, which has a wide user base and has mature tools that are continuously evolving. We have used UML class diagram and UML state machine diagram with additional design constraints to provide resource and behavioral models, respectively, for designing REST web service interfaces. These service design models serve as a specification document and the information presented in them have manifold applications. The service design models also contain information about the time and domain requirements of the service that can help in requirement traceability which is an important part of our approach.Requirement traceability helps in capturing faults in the design models and other elements of software development environment by tracing back and forth the unfulfilled requirements of the service. The information about service actors is also included in the design models which
is required for authenticating the service requests by authorized actors since not all types of users have access to all the resources. In addition, following our design approach, the service developer can ensure that the designed web service interfaces will be REST compliant.

The second contribution of this thesis is consistency analysis of the behavioral REST interfaces. To overcome the inconsistency problem and design errors in our service models, we have used semantic technologies. The REST interfaces are represented in web ontology language, OWL2, that can be part of the semantic web. These interfaces are used with OWL 2 reasoners to check unsatisfiable concepts which result in implementations that fail. This work is fully automated thanks to the implemented translation tool and the existing OWL 2 reasoners.

The third contribution of this thesis is the verification and validation of REST web services. We have used model checking techniques with UPPAAL model checker for this purpose. The timed automata of UML based service design models are generated with our transformation tool that are verified for their basic characteristics like deadlock freedom, liveness, reachability and safety. The implementation of a web service is tested using a black-box testing approach. Test cases are generated from the UPPAAL timed automata and using the online testing tool, UPPAAL TRON, the service implementation is validated at runtime against its specifications. Requirement traceability is also addressed in our validation approach with which we can see what service goals are met and trace back the unfulfilled service goals to detect the faults in the design models.

A final contribution of the thesis is an implementation of behavioral REST interfaces and service monitors from the service design models. The partial code generation tool creates code skeletons of REST web services with method pre and post-conditions. The preconditions of methods constrain the user to invoke the stateful REST service under the right conditions and the post condition constraint the service developer to implement the right functionality. The details of the methods can be manually inserted by the developer as required. We do not target complete automation because we focus only on the interface aspects of the web service.

The applicability of the approach is demonstrated with a pedagogical example of a hotel room booking service and a relatively complex worked example of holiday booking service taken from the industrial context. The former example presents a simple explanation of the approach and the later worked example shows how stateful and timed web services offering complex scenarios and involving other web services can be constructed using our approach.
Sammanfattning


också de designmodeller som krävs för autentisering av tjänsteförföljningar av
auktoriserade aktörer eftersom inte alla typer av användare har tillgång till alla re-
surser. Dessutom, genom att följa vårt tillvägagångssätt, kan utvecklare av tjänster
försäkra sig om att de utformade gränssnitten för webbtjänster kommer att vara
REST-kompatibla.

Det andra bidraget med denna avhandling är förenlighetsanalys av beteenden
det hos REST-gränssnitt. För att övervinna den förenlighetproblemet samt kon-
struktionssfel i vår tjänstemodeller, har vi använt oss av semantisk teknik. REST-
gränssnitten är representerade med ett webbontologispråk, OWL2, som kan vara en
del av den semantiska webben. Dessa gränssnitt används OWL 2-reasonerare
för att kontrollera icke satisfierbara koncept vilka resulterar i misslyckade imple-
mentationer. Metoden är fullständigt automatiserad tack vare implementation av
översättningsverktyg och de befintliga OWL 2-resonerarna.

Det tredje bidraget med denna avhandling är verifiering och validering av
REST-webbtjänster. För detta ändamål har vi använt metoder för granskning av
modeller med hjälp av UPPAALs modellgranskare. De tidsinställda automaterna
för tjänstedesignmodeller baserade på UML genereras med vårt omvandlings-
verktyg samt verifieras för deras grundläggande egenskaper såsom undvikning av
dödläge, liveness (eng.), näbarhet och säkerhet. Implementationen av en webb-
tjänst testas med hjälp av svart låda testning (eng., black box testing). Testfall
genereras från UPPAALs tidsinställda automater och genom att använda använda
online-testverktyg, UPPAAL TRON, såvalideras implementationen av tjänsten un-
der körning mot dess specifikation. Spårbarhet av specifikationskraven behandlas
också vårt valideringsstiltillvägagångssätt med vilket vi kan se vilka servicemål som
är uppfyllda och spara tillbaka de uppfyllda servicemålen för att upptäcka fel i
designmodellerna.

Avhandlingen sista bidrag är en implementation av ett beteende REST-gränssnitt
och tjänstövervakare från designmodeller för en tjänst. Det ofullständiga kodge-
ereringsverktyget skapar en kodstomme för REST-webbtjänster med pre- och
postvillkor för metoder. Pre-villkoren för metoder tvingar användaren att åberopa
tillståndsstyrdt REST-tjänster under rätta förutsättningar och post-villkoren tvingar
tjänsteutvecklare att implementera rätt funktionalitet. Detaljerna i metoder kan
vid behov manuellt fyllas in av utvecklaren. Vi strävar inte efter full automation
eftersom vi bara fokusera pågränssnittsaspekter hos webbtjänsten.

Avändbarheten av metoden demonstreras med ett pedagogiskt exempel påen
tjänst för bo kning av hotellrum och ett relativt komplext exempel påen tjänst för
semesterbokning tagna från industrin. Det förstnämnda exemplet visar en enkel
förklaring av metoden medan det senare exemplet visar hur tillståndsstyrs och
tidsbestämda webbtjänster som erbjuder complexa scenarier och involverar andra
webbtjänster kan konstrueras med hjälp av vår strategi.
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Chapter 1

Introduction

Web services are autonomous piece of software that have a machine processable interface and provide their functionality over the network. The users of web services are other web services or interactive applications like web browsers or mobile applications that can use this information to do other tasks without much human intervention. This is in contrast to the behavior of the document web or interactive web applications that are designed for human users who search for a particular information, receive it in a format that they understand and then use it manually as input to another software or machine for further processing. Over the past decade, development of web services and their compositions has gained much attention in the software industry and academia and it is evident by the large number of web services available over the web [9]. More and more companies are using web services to expose their software functionality to a wider audience and to automate their existing tasks.

The Representational State Transfer (REST) architectural style has been introduced by Roy Fielding in 2000 [52] and has become a popular approach to design web services. REST outlines the architectural principles to build Internet-scale distributed hypermedia systems. This has encouraged a number of users on the web and big enterprises to use REST web services. Although REST web services advocate to be simpler to implement [52], when compared with SOAP-based web services, their use in advanced and complex scenarios may require careful design and validation practices for developing REST web services that can be trusted for their functionality. Such web services impose certain restrictions on how the service should be created and used. These restrictions should be considered during the development as there may not be necessarily a human developer on the other end to process and figure out what a service does via trial and error method. Thus, REST web services need to be designed carefully for such scenarios, keeping in mind different constraints it imposes.

In this thesis, we have given an integrated approach to design, analyze and validate web services and their compositions that comply to REST architectural
style and are implemented for advanced scenarios. We aim to facilitate the development of verifiable RESTful web services through modeling and model-driven engineering techniques.

In this chapter, we present an overview of this thesis. First, we present the types of web services on the basis of their architectural styles in section 1.1. This is followed by details of resource oriented architecture and properties of REST web services in sections 1.2 and 1.3, respectively. The notion of states of a service and statelessness of a protocol is explained in section 1.4. The motivation behind our work is presented in section 1.5. We then provide an overview of our work along with the research questions and contributions in section 1.6. In section 1.7, we present a brief overview of the technologies on which our work is built upon. The adopted research methodology is explained in section 1.8. The chapter is concluded in section 1.9.

1.1 Types of Web Services

Web services can be classified based on the design principles used to develop them, i.e., the architectural style they are built upon. Web services are usually classified based on two main architectural styles: SOAP-based and REST-based. We call SOAP based web services Big Web Services, following the naming convention first introduced in [111] and REST-based services as REST web services.

1.1.1 Big Web Services

Big web services are based on WS-* protocol stack (SOAP, WSDL, etc.) and are operation centric. The service exposes its functionality in the methods that can be invoked on it. The user of the service understands these methods via service description or via the descriptive names of the methods that are offered by the service interface. The interpretation of these messages is left to the service that receives them. The SOAP messaging protocol that is used to transfer the messages does not impose any application semantics on them. This means that the semantics of applications are maintained within the boundaries of the service and are determined by the message payloads (header and body content) [127].

1.1.2 REST Web Services

REST web services are built on the principles of REST architectural style [52]. REST architectural style outlines the principles and constraints of web architecture that builds Internet-scale distributed hypermedia systems.

REST advocates stateless interaction between components, i.e., every request is independent of its previous request with no stored context on the server. This allows REST web services to cater large number of clients resulting in system scalability since the provision of not having to store state between request allows the server
to free resources rather quickly. This may affect the system as a design trade-off resulting in decreased network performance due to data repetitions. However, REST web services play well with existing infrastructure of the web, e.g., caching, clustering and load balancing that can help in improving efficiency of the network.

REST is centralized around the concept of resources which are pieces of information that can be navigated through URIs. The main features offered by REST include identifying resources with names, manipulating resources with a uniform interface, using hypermedia to link these resources and using stateless interaction between client and server. With the help of these features, REST web services can serve a large number of users and integrate well with other technologies of the web.

1.2 Resource-Oriented Architecture

Resource-Oriented Architecture (ROA) [111] is a structural design that fulfills design criteria presented by REST architectural style. It aims to clear the ambiguities in REST design principles by presenting a structural design that applies these principles. ROA is based on the following REST concepts: resources, their names, their representations, and links between them. Below we give a brief introduction to these concepts and method semantics in REST.

Resources: A REST web service exposes its functionality as a set of resources. A resource is any piece of information that can be the target of an interaction and is defined by Fielding [52] as an intended conceptual target of a hypertext reference. Every resource must have at least one URI [90], where URI gives the name and address of the resource.

Representations and HATEOAS: When a URI is invoked on a resource, it returns a representation of the resource that defines its state. This representation is in the form of an XML or JSON file that contains information about its attributes and the links that can be taken further. These links connect resources and communication can move forward by exchanging the states of the resources. This establishes the notion of hypermedia as the engine of application states (HATEOAS) commonly used to define REST architectural style. The service moves forward through different states during its lifecycle by exchanging states of the resources as hypermedia links in resource representations.

Method Semantics: Clients interact with resources over the web. The verbs that interact with these resources and manipulate the information provided by these resources and their representations are given by methods. REST architectural style requires that the same set of methods should be called on different resources. HTTP is a protocol that forms the basis of web and implements well the principles
of REST [52]. Though, technically, it is one of the interaction protocols that can be used to interact with resources over the web but due to its pervasiveness it is considered to be the protocol of the web [111].

CRUD (create, retrieve, update and delete) operations can be performed on resources using standard HTTP methods. These HTTP methods are considered as application-level constructs that the programs can use to interact with another program over the network in a standard manner with well-defined semantics [127]. The HTTP request is targeted to a resource via a URI of that resource and is returned with an HTTP response. HTTP response consists of HTTP response code, response headers and representation of the resources. Response headers provide the operating parameters and representation of the resource is the document that gives information about the resource. The HTTP response code is a numeric code that tells the clients whether the request went successful or not. HTTP has a list of status codes that reveal how the request went [27], for example, 200 means the request was successful, 404 means the resource was not found and 403 implies that it is forbidden to make this request on this resource. The client machine interpret these response codes to know how their request went.

1.3 Properties of REST Web Services

REST web services exhibit the following four properties [111]:

1.3.1 Addressability

A REST web services exposes the information it considers servable to its clients as resources. These resources can be reached only via a URI else a client has no information about its existence. The addressability feature requires that every resource should have atleast one URI.

1.3.2 Connectedness

This feature implies that the resource representation not only contain data about resource attributes but can also contain links to other resources. These links connect resources to each other and service client gets an experience of connectivity between resources, i.e., moving from one resource to another.

1.3.3 Uniform Interface

It requires that there should be a same set of methods, with predefined semantics, that can be invoked on all resources. In REST web services all resources are manipulated using the standard HTTP methods. The HTTP GET, POST, PUT and DELETE are used to retrieve information from a resource or change its state.
1.3.4 Statelessness

Every request from the client should contain all the information that is required to process it, i.e. the server is not responsible of keeping any context information with it. Hence, every request is treated independently.

With these features, REST web services can play well with the existing tools and infrastructure of the web. The feature of connectivity and uniform interface allows use of existing tools and infrastructure like web crawlers, curl, caches etc. The addressability requirement helps us to create extensible web services. The extensibility feature enables to add a functionality to the system without impacting the rest of the system [52]. URI addresses can be constructed in an hierarchical manner, such that they make data structure and relationships. Thus, it becomes convenient to add-in more functionality into the existing structure without modifying it. The statelessness requirement simplify the development of systems that can handle many service requests simultaneously facilitating scalability since the server does not need to keep any context information and the service requests can be handled by different servers. Currently, REST web services are widely adopted in the web and have numerous users, including enterprises such as Google, Yahoo, Amazon and Flickr.

1.4 Stateful Services vs Stateless Protocol

Web services can have different service states that a service must go through during its lifecycle. A stateful service requires a certain sequence of method invocations that must be followed in order to fulfill the functionality a service promises to deliver to its users. For example, in a room booking service, the booking cannot be paid until a booking is made. This requires that a booking must be made first and then it should be paid. If the user of the service does not follow this protocol, it cannot expect the desired results. In a stateful service, the result of a (side-effect) method is dependent on the current state of the web service or resource (in case of REST web service). A method invoked on a service or a resource, may return different results depending on the state of the service or resource. For example, consider the case of a service that allows only canceled bookings to be deleted. In such a case, the result of invoking a method that deletes a booking, on a booking instance (or resource) that is canceled, is different from the results of invoking the same method on a booking instance (or resource) that is not canceled. In the first case the booking is deleted but in later case the booking is not deleted as it is still an active booking. A state of the service is thus defined as a specific condition of the service at a certain time instance.

Web services follow a typical client server architecture that provides a platform-independent and language-independent mechanism to transmit messages over a network. A server receives a request from the client. This request could be a single request followed by a response. For a stateful service, this could be a
series of message requests. This message exchange happens via a communication protocol that can be either stateful or stateless. A stateful protocol requires that the server can associate a request with the previous requests and knows that they all come from the same user. On the other hand, a stateless protocol treats each request independently and unrelated to the previous request. Figure 1.1 represents graphically the difference of communication between a stateful (left) and a stateless (right) protocol for opening and reading a file. A stateful protocol requires to keep a connection of the opened file along with the information on the last position of the cursor, on the other hand a stateless protocol has all the information in the method parameters and does not need to maintain any state information from the previous request. This of course comes with the overhead of opening and closing the file again and again but offers a scalable architecture since the service does not need to keep any context information and service requests can be handled simultaneously by different servers.

![Diagram of stateful and stateless protocols](image)

**Figure 1.1:** (left) Stateful Protocol (right) Stateless Protocol

### 1.4.1 Stateful Services as “Big Web Services”

Big web services use different specifications built on top of each other to address different tasks. Since there is no notion of states in web services, WS-Resource Framework [10] and WS-Transfer [48] are commonly used to model state in big web services [55]. They are both almost similar technically. The architecture style they use to store state information consists of storing state of the service as an XML document and give it an address via a WS-Addressing EPR (End Point Reference). EPR defines the address for a resource in a SOAP header and is defined in WS-Addressing specification [30].

The main drawback of using such an approach is that while processing a request, the server needs to retrieve any kind of service context or state. Also, such an approach can make things complicated since the service requires a lot of upfront consideration to efficiently store and enable session information to maintain states.
Stateful services may also facilitate transactions. Transactions have their own set of well-defined properties and require that a certain sequence of operations be treated as a unit of work that is either completed fully or canceled altogether. In order to support transactions big web services use specifications like WS-Transactions [23] and WS-Coordination [37].

1.4.2 Stateful Services as “REST Web Service”

The REST web service uses HTTP as a stateless protocol for communication between the server and the client. This constraint leads to the construction of scalable web services since the server does not need to preserve any session or state information in between the client requests. All the data needed to fulfill the service request is part of the request so the intermediary servers may forward, route and load balance without requiring server to hold any state in between the requests with an aim to decrease the overall response time of a web service call.

Creating stateful services using a stateless protocol is an interesting design challenge since there is no provision of passing or maintaining hidden session information over a sequence of events. Some authors claim that REST supports totally stateless operations and if an operation needs to be continued, then REST is not the best approach and SOAP may fit it better [53]. Some authors propose keeping a transient state (soft state) to temporary keep the state of the service somewhere that is destroyed or updated once that state is traversed and no longer useful [132]. Another option could be storing the state of the service in cookies. Cookies are small pieces of data that can be stored on user’s browser to take the load off the server of saving user specific information. However, use of cookies may not be an optimal solution to save service state since they can misrepresent user information and can be a security and privacy risk [52].

However, inspite of all these discussions, REST web services come with the property of transferring state of the application (service in our case) from one resource to another. REST does that by providing links in the representation of the resources [127]. These links contain information on what further links should be addressed so that the sequence of method invocations is maintained and also the state of the service is preserved. Thus using a stateless HTTP protocol, services that give stateful behavior can be constructed in this manner. The objective behind this is to create stateful scalable REST web services.

The support for transactional interactions with REST web services has also started gaining interest in the research community. Marinos et al. [88] provides a transaction model that satisfies the contraints of the transactions and also of REST architectural style. Razavi et al. [110] uses isolation theorems to propose an approach for RESTful transactions. Kochman et al. [74] describe a system architecture and algorithms for batched transactions for REST web services. To support distributed atomic transactions over REST services, Pardon and Pautasso [98] present a light-weight protocol, based on Try-Cancel/Confirm (TCC) pattern.
which assumes that reserved resources are either confirmed or canceled within a
given time.

1.5 Motivation

The features offered by REST web services simplify the overall architecture of the
system offering many non-functional properties. However, this also opens new
research questions when REST web services are used in advanced scenarios that
require more than just simply retrieving and manipulating information from the
database.

1.5.1 Service States

Stateful services require the service users to follow a protocol as a set of sequence
of events that should be followed in order to fulfill service functionality. These
services can be called stateful services as explained in Section 1.4. All REST web
services are stateful by nature since CRUD (create, retrieve, update and delete)
methods can be called on every resource to change or retrieve its state. However,
from the developer’s perspective, when REST web services are used in advanced
scenarios, it may become a challenge to design them in a consistent and verifiable
manner, since more advanced the scenarios, the more careful design efforts are
needed to communicate the right information to the right users.

In RESTful web services, the state of resource determines the result of an
invocation and the resource representation contains information on what further
links (representing state transfer) can be followed by the service user. However,
when designing such services, developers need to carefully design what links can
be part of the resource representation, since a resource can give a different repre-
sentation as response to a method invocation depending on the current situation of
the service. For example, the response of invoking a PUT on cancel resource for an
unpaid booking is different from the response received by invoking PUT on cancel
resource of a paid booking. The former will cancel the booking and give links to
rebook the room, and in the latter case, the response would provide links to get
the payment refunded or autonomously initiate a payment refund service giving
links to either browse elsewhere while waiting for the payment confirmation or
give a confirmation response (depending on the design of the service). In both the
cases, and other similar scenarios, the resource representations need to be carefully
designed so that they transfer the right state of the service, i.e., service state. We
define service state as a predicate over resources. This work complements the work
done on transactional services. However, we are not using the word transactional
services as the focus of our study is not to specifically address all the transaction
principles, i.e., Atomicity, Consistency, Isolation and Durability, but to facilitate
the designing and development of REST services for advanced stateful scenarios,
from the developer’s perspective. Our work on designing stateful services should
be considered complementary to transactional services. Similarly, the usage of Try-Cancel/Confirm protocol [98] for transactional REST web services can be used in conjunction with our approach and vice versa.

### 1.5.2 REST Web Service Composition

Web service compositions may also offer complex scenarios. A web service composition is a process in which new web services are composed with specific business goals from existing web services that are already published over the Internet. The functionality of newly composed web services is dependent upon the functionality of existing web services. Composite web services have their own set of unique requirements that must be fulfilled in order to fulfill the functionality it advertises, such as:

- **Timing Constraints:** Composite web services may impose timing constraints on partner web services as in the case of transactional compositions that assume that the sequence of events, that make changes to information that a web service holds, either succeed as a complete unit or fail. This information is important to be taken into account when designing and developing such web services.

- **Service Actors:** Web service composition may also involve different actors, machines or human, who can invoke methods on different web services. Not every actor may be allowed to invoke every method on every service. A web service developer needs this information in order to implement web services that do what they are required to do and not do what they should not do.

We are interested in creating web service compositions that provide REST interface features alongwith their own set of requirements.

### 1.5.3 Comprehensible Information

In addition, the more advanced or complex the scenario would be, the greater number of resources and the relationships between them will arise. In such a case, keeping a track of how resources are connected, how they contribute towards services states and what are the allowed and not allowed methods on different resources can be difficult to manage. Thus, keeping a track of these relationships and understanding them in a way that is comprehensible and communicable becomes important.

### 1.5.4 Behavioral REST Interface

Another aspect of web services that motivates our approach is the provision of a behavioral REST web service interface. Web service interfaces provide methods that can be invoked on it. However, as in the case of stateful services, a web service may constrain its users to invoke these methods in a certain order to obtain
functionality that is expected from it. This information is usually not present in a service interface that only provides information about the methods that can be invoked on it along with details of how to use it in text format in some cases. We are interested in providing a behavioral interface for REST web services that can constrain the service user to invoke the service under right condition and also constraints the service developer to implement the right functionality.

All these constraints and requirements open new research dimensions when combined with REST constraints on web services. For the service developers, designing and implementing such services for advanced scenarios, that deliver the advertised functionality, can become an uphill task since there can be lots of information that needs to be handled in a meaningful way.

1.6 Overview of the Approach and Contributions

Developing REST web services that are dependable in the sense that they can be trusted with greater confidence in their functionality is the goal of this thesis. We are interested in exploring this research area and give an integrated approach that facilitates the service developer to design, analyze and validate REST web services and their compositions that require the service user to follow a protocol. The created web services should be dependable such that they can be trusted with higher confidence in their advertised functionality.

Our research thesis is based on four main research areas: Design, Consistency Analysis, Validation and Implementation. We address different research questions in each of these areas. Our study of the current literature show that many efforts have been made for the development, design and validation of REST web services. These works are detailed in different chapters of this thesis. However, we feel the need for the development approaches that can facilitate the task of developing REST services for advanced scenarios and in doing so we have contributed not only in the overall domain of REST web services but also individually in different areas of design, verification and validation of web services, as mentioned in their individual chapters. The created services should be dependable in the sense that the service developer can design such services in a manner that they can be trusted to provide RESTful behavior and the advertised functionality.

Below, we present the different research questions posed in each area, our contribution and an overview of how and in which chapter/ chapters of this thesis we elaborate them in detail. An overview of our integrated design and validation approach for stateful REST web services is given in Figure 1.2. In Table 1.1 we show to which area our research papers belong to and they answer which research questions.
1.6.1 Design

To start with, we are interested in providing a design approach using models that include all the information required to build stateful REST web services, as motivated above. The models provide a graphical representation of the specifications of the system under development that can be comprehended and communicated with relative ease among different stakeholders. They can provide representation of service specification from different perspectives that can lead to better understanding of the system. Our aim is to use UML (Unified Modeling Language) which is well accepted in the industry and academia and has many well-known and mature tools with a wide user base. Also, it can target design requirements independently of the implementation details. In our approach, a service can invoke other services and exhibit stateful and timed behavior while still complying with the REST architectural style.

RQ 1: How to describe and automate the generation of a behavioral interface?

RQ 2: How to design behavioral interface specifications of REST web services with stateful behavior?
RQ 3: How to design composite REST web services?

**Contribution:** We design behavioral interfaces for web services with advanced and complex scenarios that are REST compliant using UML. These behavioral interfaces are modeled with UML class diagrams as resource models and UML state machine diagrams as behavioral models. These models have direct mapping to the machine-processable REST interfaces. We have also modeled information about different service actors who are authorized to access different resources. This information facilitates the authentication mechanism of the service. In addition, service goals are labeled as service requirements on the behavioral model specifying when, during service lifecycle, a certain service requirement is fulfilled. The time constraints imposed on services are also modeled with time events in UML state machine. We have also extended our design approach to support the composition process of the REST web services and provided behavioral interface specifications for a REST web services.

**Elaboration:** The design approach for creating behavioral REST interfaces is detailed in Chapter 2 to 5. The design models for composite REST web services are presented in Chapter 7.

1.6.2 Consistency Analysis

The service design models represent the system from different perspectives and due to human error they may contain contradicting specifications of different models of the same system or they may have specifications that cannot be satisfied in any implementation. Thus, the service models should be analyzed for their consistency to ensure that the designed models do not have unintended errors. We aim to analyze the consistency of service design models using semantic concepts and OWL 2 reasoners. We address the following research questions in this area:

**RQ 4:** How to represent service design models as a web ontology?

**RQ 5:** How to analyze the service design models of REST web services for their consistency?

**Contribution:** We represent the structure of resource and behavioral models in ontology language OWL2 and provide tool support for UML to OWL2 translation. The OWL 2 ontology of service design models is passed to an OWL2 reasoner that provides report of unsatisfiable and satisfiable concepts. Unsatisfiable concepts will reveal the resource definitions that cannot be instantiated or behavioral states that cannot be entered. The reasoning of OWL 2 ontologies is supported by the the OWL 2 reasoning tools already available in the industry.
**Elaboration:** Chapter 6 presents our work on consistency analysis of service design models.

### 1.6.3 Validation

Validating service design models and service implementations for their correct behavior builds confidence of the developer that the services are designed correctly and the implementation is delivering the right functionality. Since we are interested in creating web services that can be trusted to provide correct functionality, so validation becomes an important part of our approach. The design models should be verified for their basic properties like deadlock freedom, liveness, reachability and safety. The service implementation should also be tested for its functional and temporal properties.

**RQ 6:** How to verify that the service design models of stateful and timed REST web services are built correctly?

**RQ 7:** How to validate the implementation of REST web services against their specifications?

**Contribution:** In order to validate the dynamic and timed behavior of the service design models, we have used the model checking approach. Models are translated into UPPAAL timed automata (UPTA) in order to make them comprehensible for UPPAAL model checker [81]. UPTA are verified with UPPAAL for their basic properties like deadlock freedom, reachability, liveness and safety. Performing the verification of the web service composition in a model-checking tool allows us to increase the quality of the specifications before proceeding to the implementation. We have also validated the implementation of a REST web service against its specifications using UPPAAL TRON tool [81] which is a black-box conformance testing tool for the timed systems. In addition, our validation approach also provides requirement traceability by checking which of the service design goals are met and which are missed by the service implementation.

**Elaboration:** The verification and validation mechanism of a composite REST web service is presented in Chapter 8.

### 1.6.4 Implementation

Model driven engineering [99] advocates generation of code from the models to reduce time and efforts needed during the development phase. An automated process that can create behavioral interface skeletons of REST web services can facilitate the service developer in the creation of REST web services in an auto-
Table 1.1: Research Questions and Publications

<table>
<thead>
<tr>
<th>Research Area</th>
<th>Research Question</th>
<th>Publication</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design</td>
<td>RQ: 1</td>
<td>9, 10</td>
</tr>
<tr>
<td></td>
<td>RQ: 2</td>
<td>6, 7</td>
</tr>
<tr>
<td></td>
<td>RQ: 3</td>
<td>1, 8</td>
</tr>
<tr>
<td>Consistency Analysis</td>
<td>RQ: 4</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>RQ: 5</td>
<td>2, 3</td>
</tr>
<tr>
<td>Verification &amp; Validation</td>
<td>RQ: 6</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td>RQ: 7</td>
<td>1</td>
</tr>
<tr>
<td>Implementation</td>
<td>RQ: 8</td>
<td>5</td>
</tr>
</tbody>
</table>

mated manner. We require to generate code skeletons for the behavioral REST web service interfaces directly from the models.

**RQ 8:** How to generate code skeletons for a behavioral REST web service interface from the design models?

**Contribution:** The partial code generation tool is implemented in Django web framework [66]. It generates code skeletons with the pre- and postconditions for the service methods. The tool takes service design models as input.

**Elaboration:** The details of our service implementation and partial code generation tool are presented in Chapter 9.

In the next section, we give background of approaches and technologies we build our work upon.

### 1.7 Background

#### 1.7.1 Unified Modeling Language (UML)

A model represents a system under development in a simplified manner focusing more on relevant design decisions and ignoring the unimportant details that are not considered part of the problem. UML has emerged as a standard modeling notation that provides model representation of the system in an abstract manner from different perspectives [125]. The importance of a standard modeling notation cannot be ignored since it provides many benefits to the system developers. The communication between different development teams is simplified since a common language can be used for communication and also due to a large user base mature and sophisticated tools are available that constantly improve with time. In addition, these models can serve as a part of the specification document.

The UML standard provides different types of diagrams that can be used to document a software system such as class, state, sequence and deployment
diagrams [125]. These diagrams model a system from different viewpoints. For instance, sequence diagrams model object interactions and class diagrams represent the static structure of a system.

1.7.2 Web Ontology Language

Semantic web aims to enable machines to process, combine and infer information in a meaningful way from the data. Technologies like ontologies, inference etc. attempt to standardize this information sharing mechanism so that they can be more easily supported by a software. Ontologies provide representation of a set of concepts in a domain, their properties and the relationships between those concepts. Web Ontology Language 2 (OWL 2) [93] is one of the languages commonly used to define ontologies.

OWL 2 provides mechanism to define classes, properties, relationships, constraints and axioms that are stored as semantic web documents defining a particular domain of interest [93]. OWL 2 has its formal underpinning in description logic which makes it possible for applications to reason over the facts expressed as axioms in the ontology. There are several reasoning tools available for OWL 2 like Pellet [118], Hermit[108], etc. These reasoning tools can generate new information by processing facts captured in OWL 2 ontology [127].

1.7.3 Model Checking

Model checking is a way to exhaustively and automatically check if a finite-state model of a program satisfies its specifications [46]. The goal is to see whether the models contain safety requirements like deadlock and other critical properties that can cause a system to crash.

UPPAAL is a commonly used model checking tool for verifying real time systems through modeling and simulation [82]. It is designed based on timed automata and includes other features like integer variables, structured data types, user defined functions, and channel synchronization [16]. A real-time system can be modeled by one or several timed automata that work in parallel. Each automaton is composed of nodes (location), edges (transition), clocks and variables representing different properties of the system. At a time, the system is in one state, which is defined by all the current locations of the automata, all variable values and the clock values. System updates the state by executing a transition from the current location to another location. The transition can be fired separately or parallel with another automaton.

A channel is a synchronization feature in UPPAAL. Two edges in different automata can synchronize if one is emitting and the other is receiving on the same channel. Synchronization between automata can also be provided by a clock. The clock is a type of variable with non-negative real numbers and it can be defined as a local variable in each automaton transition or as a global variable. The global
clock can be updated by all automata in the model, while the local clock can be updated only by the corresponding automaton.

1.8 Research Methodology

A research methodology defines a systematic approach undertaken in conducting a research. Design science is one such research methodology that answers questions like whether it is possible to build a certain innovation and how useful that innovation can be [73]. Our work provides a novel approach to build web services for complex and advanced scenarios that offer RESTful features. We use UML models at the design phase and compliment them with validation approaches and different tools to provide a model-driven engineering solution for the problems faced by the service developers in creation of RESTful services for advanced scenarios. In this context, the research presented in this thesis follows a design science approach.

Figure 1.3 shows the design science philosophy with a sequential process for an artifact (i.e., a construct, a model method or an instantiation) [73] given by March and Smith [87]. In the first phase, an artifact is built to perform a specific task. We, then, evaluate the artifact by using it to see if it works. The final stage of demolishing the artifact means that either the use of the artifact is finished or there is a transition from the use of an old artifact to the new one.

In our research thesis, we give a new design strategy to build models that are RESTful and have not been designed with such characteristics before in the literature. This maps to the first stage of Figure 1.3. Thus, according to our knowledge and literature survey, our work presents a novel engineering solution to the research problems we have highlighted earlier.

Figure 1.3: Sequential processes for Design Science [73]

The design and validation approaches were used on a relatively complex worked example to see the applicability of the approach and see if it works for real life problems. This maps to the second stage of the design science approach according to the Figure 1.3. The last stage of the design science research methodology talks about demolishing of the artifact. Demolishing may mean that either there is a transition from the use of an old artifact to the use of a new one or it may mean that the use of an old artifact is finished [73]. In software development paradigm, sometimes software artifacts can also be reused [56]. Similarly, in our case, either the use of the designed artifacts will be finished, replaced by new ones.
as the design evolves or they can become part of the specification document and saved in the repository for future reuse.

1.9 Conclusion

In this chapter, we present an overview of our thesis and present the concepts on which our thesis is based upon. We briefly explained different types of web services based on their architectural style and presented the conceptual underpinnings of stateful services and stateless protocol along with their differences. The technological background of our work is also presented in this chapter, that includes UML, OWL 2 and the model checking paradigm. The motivation behind our work is to provide service developers with a holistic approach that spans multiple phases of the development cycle in order to create dependable REST web services. The research questions formulated based on these research goals are also presented along with the research methodology that was adopted to conduct this research.
A web service interface should have the properties of any software interface, i.e., it should define the services offered by a software system without revealing its implementation details. In the context of a RESTful web service, the interface should include information about the available resources, their addresses and their representations. It should show how the resources are connected, what methods are supported in each resource and what is the outcome of invoking a method in a specific resource. These and other requirements (motivated earlier) for creating behavioral interface of REST web service need specific design decisions.

In this chapter we give a detailed overview of our design strategy in order to create REST compliant web services. In the Section 2.1, we present the design requirements that should be addressed in the behavioral interface specifications of a REST web service. This is followed by a brief overview of our design approach, in Section 2.2. Applications of behavioral interfaces are discussed in Section 2.3 and the related work is presented in section 2.4. We conclude our chapter in section 2.5.

### 2.1 Requirements for behavioral REST web service interface

We require that the REST interfaces that we design should exhibit REST features and should be fully compliant with the REST hypermedia principle. The designed models should also provide behavioral information about interface methods and their usage. In addition, the designed interfaces should provide information about the users who are authorized to invoke service methods, the service goals and should also address timed behavior of web services.
2.1.1 REST Interfaces

The REST architectural style is defined by four attributes. In the context of a web service these attributes are:

- **Addressability**: The REST style requires that any important piece of information related to a service should be exposed as a resource and each resource should be addressable via a URI.
- **Connectedness**: This requires that the resource representation contains links to other resources.
- **Uniform Interface**: All resources are manipulated using the standard HTTP methods. The HTTP GET, POST, PUT and DELETE are used to retrieve information from a resource or change its state.
- **Statelessness**: There is no hidden session or state information. Besides, the effects of the POST, PUT and DELETE operations should be observable in the affected resources.

Any RESTful web service should comply with these four attributes. We impose these attributes as requirements over the design of our web service interface.

2.1.2 Richardson Maturity Model

HTTP is a stateless protocol and each HTTP request is treated independent of any previous request. However, interactive web services often require that the state of the service is preserved such that a new request is in relation to the previous request. Such services take the client through a sequence of HTTP requests in a particular order to fulfill a task. RESTful web services take HTTP as an application protocol and requires that the same set of methods (HTTP verbs) is invoked on each resource offering uniform interface. However, in order to create RESTful web services with stateful behavior, there should be a provision to carry the state of the service from one independent HTTP request to another. The best way to do this is to provide links in the representations of resources [127]. These links can contain information from the server on what further links should be addressed so that the sequence of method invocation is maintained and also state of the service is preserved. Thus, using stateless HTTP protocol, stateful services can be constructed in this manner. The objective behind this is to create web services that are REST compliant and offer advanced scenarios.

However, not all web services are created in a manner that fully employ the potential of web, not even many services that claim to be RESTful. In order to identify maturity of REST web services, Richardson Maturity Model (RMM) [127] presents a classification of web services to quantify the maturity of web services.

- **Level 0 services** are the basic level services that use a single URI and a single HTTP method.
- **Level 1 services** have many addressable resources but use only single HTTP verb for all the resources.
• Level 2 services use several URI addressable resources and support several HTTP verbs on the exposed resources.

• Level 3 services, in addition to the URI addressable resources and support of several HTTP verbs, contain URI links to other resources in their representations that might be of interest to the consumer of the service.

In this classification of web services, the level 3 services are said to be most web-aware since they take hypermedia as the engine of application states. We require that web services created using our design approach are fully compliant with REST having maturity of level 3 according to RMM.

2.1.3 Method Contracts

The interface of a web service advertises the operations that can be invoked on it. A web service developer looking for a particular service finds the service over the web and integrates it with other services by invoking the advertised operations and providing it the required parameters. These operations may require a certain order of invocation or there may be special conditions under which they can be invoked. These conditions, i.e., pre- and post-conditions of a method are called contracts. This information, together with the expected effect of an operation forms part of the behavioral interface of a service. The role of contracts as behavioral interfaces has been investigated for software classes [91, 45, 35] and also in the domain of web services [63, 47].

We require a design approach that preserves the sequence of method invocations and contains behavioral information specifying the conditions under which the methods can be invoked and their expected results. This information can be extracted from the models and asserted in the interface description language. These assertions constraint the service user to invoke the methods under right conditions and also constraint the service implementation to provide the functionality that is expected from it.

The behavioral interface can also be used to test a service implementation and for service discovery. More advanced scenarios, such as automatic service discovery and service repositories rely on formal descriptions of services.

2.1.4 Authorization

The web services need to secure information in order to provide its users data integrity and confidentiality. A secure web service depends on many different techniques and technologies that work together to provide security. In the case of big web services, different higher-order protocols address issues like identity and trust. Identity refers to the ability of the system to authenticate the parties involved in the transaction and trust concerns authorizing the party to interact with the system in a prescribed way [127]. REST web services use HTTP protocol and can provide authentication mechanism using HTTP basic authentication, HTTPS,
or HTTP Digest authentication. The stateful REST web service may involve different parties that may or may not be authorized to invoke specific resources. The users need to be authenticated to access different resources. This authorization information can be sent in the authorization header of the request.

Our fourth requirement is to provide enough information in the models for the developer to give correct access rights to the right users. This also requires a direct mapping to HTTP requests and responses.

### 2.1.5 Domain Specific Requirements

A web service is designed with some specific service goals in mind. These service goals or requirements should be met by the service. The service requirements should be taken into consideration at the design phase to analyze at which point of service life cycle a particular requirement is fulfilled and allows for requirement traceability. Requirement traceability refers to the ability of the system to define, capture and follow the traces left by requirements on other elements of the software development environment [105]. We are interested in capturing the service requirements on the design models in order to design and develop REST web services with specific requirements in mind. This would also help us check which requirements are met by the service implementation and which not at the later stage of the service life cycle.

### 2.1.6 Time Requirements

Web services may have time critical behavior that must be taken into account when designing a web service. A web service cannot be trusted if it fulfills its service functionality but does not fulfill the time constraints imposed on it. This is because a web service is offered over the network and it may be used in another web service composition process. In such cases, if a service does not respond within a pre-defined time period, it can be assumed that the web service is not responding and may result in termination of the service. Thus, we require that timing constraints for the service should be modeled at the design phase such that the service can be validated in the later stages for its timed behavior as well.

### 2.2 Design Approach

Our design approach creates web services that are REST compliant. This means that the web services that are developed using our design methodology lead to web services that exhibit REST interface features and also address the requirements detailed in section 2.1.

The starting point of our approach is an informal web service specification in natural language that is used to build the resource and behavioral model of the web service. We use UML class diagram to represent the resource model and UML
protocol state machine with state invariants to represent the behavioral model of a REST web service. The resource model represents the resources of the service along with their data attributes, links between them and the different properties of these links.

The behavioral model of the service, represented by a UML protocol state machine with state invariant, define different states of the service and show how these service states change when its interface methods are invoked. The trigger methods in the behavioral model are restricted to HTTP methods PUT, POST and DELETE since these methods can make a change in the resource and GET method is used only to retrieve the state of the resource with no side-effects. We are able to define states of the service without compromising the requirements of stateless protocol by defining states as predicates over states of the resources. The representation of the resource, returned as a result of method invocation, is given by the attributes of resource defined in the resource model and the links that can be navigated further. These links are defined by observing the outgoing transitions from the target service state of the transition invoked by the interface method. The service requirements are also added in the behavioral model as labels and information of users with access rights to a method are added as actors with the transitions.

All these different types of information have mapping to HTTP request and response pairs. The Web Application Description Language (WADL) service descriptions can also be generated directly from the service design models. WADL is a machine readable format of REST web service interface [121].

The behavioral model also provides information about interface method contracts. A contract binds user of the service to pose a valid request and constrains its provider to provide the correct behavior. In our approach, we show how the pre conditions and the post-conditions of each service request can be generated from the proposed UML models and how these pre- and post conditions can lead to behavioral WADL interfaces.

We use as example an imaginary hotel room booking (HRB) service. The user of the service books a room and pays for it. While a third party service processes the payment, the service waits for the processing and marks the booking as paid once the confirmation is received. The booking can be canceled anytime if it is not waiting for the payment processing. The standard HTTP methods are called on the service to navigate through the different states of hotel booking service. Every piece of information that user can use, e.g., cancelation, payment and booking etc. is accessible via independent URIs. Also, information about when a method should or should not be invoked, e.g., making a booking cancel request, can also be inferred from the models. It is a simplified pedagogical example, but it shows how to design a REST interface for a service with a complex service state. In the next few chapters, we present in detail how the models containing all these informations are constructed.
2.3 Applications of Behavioral Interfaces

We have created behavioral interfaces of REST web services that provide pre and post conditions of the interface methods along with information on sequence of method invocations. A service description containing behavioral contracts has many applications that we describe below.

2.3.1 Code Generation

Service descriptions are often used to automatically generate code stubs to invoke the service from a particular programming language. The UML protocol state machines do not contain executable actions, unlike behavioral state machines, and hence are not executable. On the other hand, they provide behavioral information of an interface. Developers implementing a web service have to manually implement the interface specified in protocol state machine. This require efforts to ensure that implementation conforms to its behavioral specification. Our approach generates implementation stubs from the design models in an automated manner. In addition, behavioral specifications are automatically generated from the models and asserted as contracts into programmatic interface of the web service in Django web framework [66]. The service implementation can use the asserted contracts to validate a request from the client. The preconditions of a method provide a check on the incoming request. Thus, ensuring whether the conditions to invoke a service method are met before invoking the method can be an efficient activity in terms of cost and bandwidth. Similarly, a client can benefit from the asserted postconditions to validate a response from the server, constraining the provider of the service to ensure the functionality that is expected from it. Our approach to automatically generate code stubs in Django web framework from the design models is presented in Chapter 9.

2.3.2 Service Monitor

We can use the behavioral interface of a web service to provide a monitoring mechanism. The behavioral specifications can be added as a proxy interface to already developed and deployed web services to monitor their functioning. This helps in locating the fault in a service by observing the conditions that are not being met by the service methods. It can also check for any failure caused by a network fault and late delivery. Our work on implementing a service monitor in Django web framework [66] is also presented in Chapter 9.

2.3.3 Validation

The behavioral interface can be used to test a service implementation. In order to validate a service, test cases can be generated from the behavioral interfaces which can then be used to test the service implementation. The method contracts can
also be used for the generation of test oracles. Test oracles are used to determine whether a test has passed or failed. In the context of test case generation and test oracle generation, we can take advantage of several efforts done previously to validate the behavior of classes and web services using contracts [47] [45]. In Chapter 8, we present our model based validation approach for REST web service.

2.3.4 Specification for Developer
A web service developer can use the behavioral REST interface as a specification to implement the web service. Similarly, the users of a web service can use the models and contracts as detailed documentation on how to use a service correctly.

2.3.5 Publish Interfaces in the Standard Languages
The behavioral interface can be used to generate machine-processable syntactic interface. This facilitates in automatic service discovery and building of service repositories. Our approach provides direct mapping to WADL (Web Application Description Language) along with extensions to include method pre and post conditions. This is detailed in Chapter 5.

2.4 Related Work
In relation to our design approach to model RESTful behavioral interfaces, we find the work in the following two areas related to our work: role of contracts for web services and modeling REST web services.

2.4.1 Modeling REST web services
Many authors have investigated modeling of REST web services from different perspectives. We discuss these works in this section.

Schreier [115] presents a REST metamodel which is divided in structural and behavioral modeling. The resource types, their attributes, relations, interfaces and their representations are described for the structural modeling and the possibility of describing the behavior with state machine is also give. Compared to this work, our work uses standard UML metamodel to model REST web services. This allows us to use different developed tools and techniques that are already well adopted in the industry and are constantly improving due to large user base.

The work of Strauch and Schreier [120] presents a procedural model to transform a SOAP design to a RESTful HTTP design. The model uses a WSDL document of an existing SOAP service and refines it in three iterations into a RESTful interface. Kuuskeri et al. [76] present a detailed investigation on relationship between an actor computation model and the principles of REST. They provide a notation to apply the actor model to a RESTful web service and present it as
a network of actors. The aim of the paper is to provide better understanding of RESTful services. With the same aim of better understanding of RESTful services, Zuzak et al. [135] also present a generic model of RESTful systems based on nondeterministic finite-state machines with epsilon transitions. The model provides formalization of REST design principles including uniform interface, stateless client-server operation and code-on demand execution. Using these formal models, Zuzak and Shreier [136] give practical guidelines to design REST frameworks. In this work, they describe decomposition of client and server processing flows into generic modules which enabled better separation of concerns and improved system modifiability.

Ormeno et al. [97] present a proposal for modeling RESTful controllers using extended UML elements. Their work aims to focus on bridging the gap between RESTful modeling and implementation frameworks. To address this, they present a metamodeling process that facilitates an advanced designer to stereotype Java code and artifacts generated by Spring Roo. In comparison to their work, our work is not tied to any specific implementation framework and web services can be generated in different implementation technologies from models.

In [104], Perez et al. extend the OOh4RIA model-driven development process for Rich Internet Applications (RIAs) with a new model based on UML class diagrams. The class diagram maps the underlying server-side services to a RESTful interface consisting of resources, protocol actions and links. Their work focuses on static descriptions of resources and does not take into account the concept of application states and their tranformations.

Modeling of RESTful web services has also been addressed in the work of Markku et al. In [77, 78], Markku et al. present an approach that provides a step wise design transition from operation-centric view to data-centric view and provide model transformations in developing RESTful services and service APIs. They provide an approach that migrates legacy APIs to RESTful web services. This approach is further explored in [117]. They provide an iterative and incremental process for the development of model transformations by focusing on transforming information model to resource model. While their work talks about systematically transforming functional specifications into RESTful web services, our work addresses modeling of REST web services with a different perspective, i.e., developing REST web service for advanced scenarios.

2.4.2 Contracts and Web Services

The role of contracts in the domain of web services has also been investigated previously, e.g., [41] [34], etc. In [41], Castagna et al. present theory of contracts which formalizes the compatibility of a client to a service. They introduce a subcontract relation for behavioral typing of web services promoting service reuse or redefinition. In [33] and [34], a theory of contract is presented that addresses the problem of composition of multiple services. The correctness for service
compositions is modeled using process calculi and the notions of strong service compliance and strong subcontract pre-order are investigated. Contracts are also used in the work of Milanovic [92] for web service compositions. The work presents a contract-based approach to specify non-functional properties of a service with contract-based framework for service descriptions. The work is supported with enhanced directory capabilities, web service design patterns and verification of service compositions. In the context of modeling behavioral specifications and using contracts with UML, Lohmann et al. [86, 63] use visual contracts to specify the dynamic behavior and class diagrams to specify the static aspect of a web service. Graph transformations are annotated on to the class diagram with object diagrams specifying pre- and post-conditions of the operations.

In comparison to these works our work on generating contracts from the behavioral model does not require any additional design efforts. We extract pre- and post-conditions for service methods in an automated manner from models and instrument them in the code. The contract information is part of the behavioral interface developed to model stateful services.

2.5 Conclusion

REST web service interfaces have specific design requirements that must be taken into consideration during the design phase of web service development. A REST interface must provide the features of connectivity, addressability, statelessness and uniform interface. In addition, it should expose its functionality in its resources. In this chapter, we have identified and presented our design requirements in detail and have given an overview of our design approach create RESTful web services for advanced scenarios. The objective of our design approach is twofold. First, to provide a modeling approach that ensure that the designed interface follows the REST style. Second, to provide a way to describe behavioral services interface that specifies how to use a web service correctly and the expected results.

A behavioral REST interface has many applications. For example, a behavioral REST interface can be used to implement service monitor and can also facilitate the validation of service implementations. We can also directly generate code stubs or syntactic interfaces from the design models of the interface and these design models can also serve as the specification documents that can be referred to for understanding the service.
Chapter 3

Resource Models

The static structure of a service describes the basic entities that constitute it and the relationships among them. This static structure serves as a foundation for structuring and analyzing rest of the design of the service.

In this chapter we show how the static structure of a REST web service is defined using a UML class diagram. We show how the resources, their properties and the links among them are defined by imposing some additional constraints on the UML class diagram. This UML class diagram with additional constraints is called resource model. The resource model is built in accordance to the design requirements discussed in the previous chapter and it represents the properties of a REST web service interface. In section 3.1, we present resource model by first briefly explaining a UML class diagram, the concepts and properties of resources and how these concepts are mapped on a class diagram. The well-formedness rules for the resource model are inferred from these design decisions and presented in section 3.2. Section 3.3 concludes the chapter.

3.1 Resource Model

3.1.1 Class diagram

A UML class diagram represents the classes of a software and the associations between them. An association defines a relationship between two classes by which one class knows about the other class [125]. OMG specification defines class as a set of objects that share the same features, constraints and semantics [125]. An instance of class is called an object. An association specifies a semantic relationship between two classes or typed instances. It is usually represented with an arrow between two classes in the class diagram. The two ends can have role names. These roles are owned by the end class and specify the role that the class has to play in that association. The arrow may also have arrow head, i.e., a navigable end. The arrow head specifies that the association is navigable from the opposite end otherwise, the association is not navigable from the opposite end [125]. Association ends may
also be marked with multiplicity that specifies the number of class instances that can be associated in that association.

### 3.1.2 Resources

The concept of a resource is central to Resource Oriented Architecture (ROA). ROA is a structural design that fulfills design criteria presented by REST [111]. A resource is something that can be referred to and can have an address. Any important information in a service interface is exposed as a resource.

In REST, a resource is exposed via a URI and can be manipulated with standard HTTP methods. A resource can be either a collection resource or a normal resource. Collection resource does not have any attributes of its own and contains a list of other resources. A normal resource has its own attributes and represents a piece of information. The complexity of a service can be reduced by increasing the number of resources. This results in decoupling of information. The current state of the resource is given by the representation of the resource which is typically a document, e.g., an XML document or a JSON serialized object that contains information about the resource.

### 3.1.3 Modeling Resources

We are using UML class diagram with additional design constraints to represent resources, their properties and relation with each other. We have used the term resource definition to define resource entity such that its instances are called resources. This is analogous to the relationship between a class and its objects in object oriented paradigm.

In our resource model, we represent resource definitions as classes. A collection resource definition is represented by a class with no attributes and a normal resource definition has one or more attributes. Each association has a name and minimum and maximum cardinalities. These cardinalities define the minimum and maximum number of resources that can be part of the association.

We also define a root resource definition in the resource model which is typically a collection resource with no incoming associations. The root resource definition provides the starting point for the navigation path to all the other resources. A resource model can have more than one root resource definition. In such a case, the resources can have more than one addressable path. However, one addressable path should belong to only one resource.

We use the example of an imaginary hotel room booking (HRB) service to describe our resource model. The hotel room booking service, explained in the previous chapter, allows the user of the service to book a room, pay for the reservation, and cancel it. Figure 9.1 shows the resource model of the hotel room booking RESTful service. The hotel room booking service is composed of
one collection resource definition (collection_bookings) and six normal resource definition (Booking, Room, Payment, Processing, Confirmation, and Cancel).

### 3.1.4 Mapping Resources to Class Diagrams

A direct mapping between elements of a class diagram and the concepts of ROA is as under.

A *resource definition* is represented by a class.

A resource is an instance of a *resource definition*, analogous to the object of a class.

A collection *resource definition* is represented by classes that have no attributes and their name starts with `collection_`. It has one outgoing transition with multiplicity of `0...*` for the contained *resource definition* indicating that a collection resource can have none or many resources.

---

Figure 3.1: (Top) Resource Model for HRB RESTful Web Service. (Bottom) Resource paths

```java
package Data

collection_bookings
+bookings
+booking_id

Room
+type : char
+floor : Integer

Booking
+bdate : date
+gname : String
+cancel
+payment
+room

Cancel
+cdate : date
+note : String
+processing

Payment
+amount : Integer
+pdate : date
+gname : String
+processing

Processing
+waiting : Boolean
+processing

Confirmation
+confirm : Boolean
+confirmation
```
• A root resource definition is a collection resource definition with no incoming edges.
• The data of resource representation is mapped to the attributes of a class.
• The connectivity between the resource definitions is represented by the associations.
• The role names on the association ends give the relative URI addressees of the resources.
• The number of resources that can be take part in an association is defined by the multiplicity constraints on the association.

We require that every association must have a role name in order to form URI addresses. The attributes of classes must be public since the representation of a resource is available for manipulation and they must have a type since they represent a document containing information of the resource.

Some pieces of information can be attributes of classes representing resource definitions. In such cases, if the attribute value is False/NULL they return no information and if the attribute has some value or it is True, they return its representation. In our resource model, we have separated model attributes into resource definitions in order to allow manipulation of their values separately and create their URI addresses.

3.1.5 Addressability

Addressability requires that every piece of information is addressable via a URI.

In a resource model, the URI of a resource definition, \( r \), is obtained by traversing the path formed by the successive associations from the root resource definition to \( r \). The role names on the association ends constitute the URI address. In Figure 9.1, collection_bookings is a root resource definition and the paths on the bottom of Figure 9.1 are valid. A GET method on a collection resource definition returns a list of all the resources it contains, if any. Similarly, a GET on a resource definition will return the resource representation if it exists or no information if it does not exist. For example, if a Payment resource exists then a GET method on booking_id/payment/ will give the representation of Payment containing its details in a JSON or XML document.

The REST style requires that all the resource definitions should be addressable. In our context this requirement is fulfilled if each resource definition can be reached from the root resource definition with at least one path by navigating one or more associations. The paths visiting the same association more than once are not valid.

3.1.6 Methods

A UML class diagram allows us to define a number of operations for each class. However, in a RESTful interface, resources do not have different access methods, instead the standard HTTP methods are used. This property leads to a uniform
interface since all classes would have only from one to four method names, i.e., GET, POST, PUT and DELETE. A GET method can be invoked on every resource to retrieve the current state of the resource. The information on the allowed side-effect methods on a resource, i.e., PUT, POST and DELETE is inferred from the behavioral model, hence we do not consider necessary to add this information in the resource model.

3.1.7 Connectedness

The links between resources connect the resource definitions and provide connectivity to the resource model. These links are represented as association between classes. For the service to be fully compliant with REST architectural style, the resource representations should also contain the list of links that can be taken further in order to emulate the stateful behavior of REST web service. This information is obtained by traversing the outgoing transitions of the target state in the behavioral model. This is explained further in Chapter 4.

3.2 Well-formedness Rules for Resource Model

We have imposed some design requirements on a UML class diagram that must be taken into consideration by the developer when constructing models for the REST web service. These design decisions are explained in the last section. Below, we present a list of these design decisions as well-formedness rules for resource model

- The class name representing collection resource definition should start with `collection_`
- The resource model should have at least one class representing collection resource definition that is considered as a root.
- The graph formed by classes and associations should be connected.
- Associations should have role names on the association ends.
- Each class should have a navigable path association from the root.
- Classes should not contain methods.
- Class attributes should have a type.
- Class attributes should be public.

3.3 Conclusion

In this chapter, we present the static structure of a REST web service as a resource model. The resource model is a UML class diagram with additional constraints to represent different types of resources, their properties and links with each other. It is designed with the intention to cover the REST interface requirements. The resource model provides addressability feature by constraining the associations to have role names. Resources are navigated through these associations, thus,
providing addressability. The resource graph is required to be connected and does not contain information on methods since a REST web service provides a uniform interface. With the help of an example of a hotel room booking service, we demonstrate how the REST interface requirements are met by our resource model. We also present a list of well-formedness rules for a resource model that should be followed by the developer in order to create REST interfaces.
Chapter 4

Behavioral Models

The purpose of the behavioral model is to describe the dynamic structure of behavioral interface of a RESTful web service. A behavioral interface specifies the order of method invocations and method contracts in order to obtain the desired goals of the service. These method contracts give the preconditions and postconditions of method calls.

We propose to use a UML protocol state machine with state invariants to describe the allowed operations in a web service. We consider that a UML protocol state machine is suitable for representing the behavior of a web service interface as it provides interface specifications without actions or execution details and contains information on conditions under which the methods can be invoked and the expected output from them.

In this chapter, we show how the dynamic structure of behavioral interface of a REST web service is modeled with UML protocol state machine. We start with a detailed introduction of UML protocol state machine and motivate the need to generate behavioral information from it. In section 4.2 we use formal definitions and small examples to show how a behavioral interface can be generated for a class. We apply this approach first on a class and its protocol state machine in order to focus on the conceptual underpinnings of the contract generation approach without the design constraints introduced for the REST models. The REST behavioral model is then presented in Section 4.3. The concept of synchronous and asynchronous web services is presented in Section 4.4. The representation for authorized actors and domain-specific requirements in behavioral model is shown in Section 4.5 and 4.6, respectively. The time constraints are discussed in Section 4.7. The notion of supporting stateful behavior of REST services with a stateless protocol in our model is discussed in Section 4.8. Based on the design decisions, we give the well-formedness rules for our behavioral model in Section 4.9. The chapter is concluded in section 4.10.
4.1 Protocol State Machines and Class Contracts

State charts are one of the UML behavioral diagrams. They represent behavior of model elements with finite state transition systems. State charts were initially adopted in UML 1.3 as a variant of David Harel’s state charts [62]. In UML 2.2, state charts are adopted as state machines as an effort to separate the semantics of activity diagrams from state machines [125].

There are two types of state machines in the current version of the UML standard: behavioral state machines and protocol state machines[51]. Behavioral state machines specify how an object reacts to a sequence of events. The effect of a transition is specified in an action, usually defined as an executable statement in a programming language. On the other hand, a protocol state machine describes (part of) an interface specification. In protocol state machine transitions are triggered by call events (invoking an operation), and the behavior is specified by using transition pre- and post-conditions. We consider behavioral state machines to be more suitable to describe reactive behavior while protocol state machines are more suitable to describe classes that combine data and stateful behavior.

It is possible to generate executable code from behavioral state machines, since the transitions include executable actions. The implementation of behavioral state machines has been discussed often in the literature [95, 26, 28] and there are commercial tools that provide automatic code generation from behavioral state charts such as Telelogic Rhapsody [60].

In contrast, protocol state machine does not include executable actions, but only a specification of these actions in the form of preconditions and postconditions. This approach is useful to describe the interface and intended behavior of a class, while omitting its implementation details. In this case, the protocol state machine serves as a visual representation of a behavioral interface of a class. A programmer who plans to use a class can inspect its protocol state machine to know what methods are available, when these methods can be invoked and what the expected results are.

Since a protocol state machine does not include executable actions, the actual implementation of a protocol state machine into a class in a programming language such as Java has to be performed manually. This requires efforts to ensure that a class implementing a protocol state machine behaves as described in its interface. We address this requirement by inferring information from protocol state machine and asserting it as contract in the class implementation.

The use of class contract to specify the behavior of a software class has been advocated by Meyer [91] and implemented first in the Eiffel programming language. More recently, the Java Modeling Language (JML) [83] provides a contract language to annotate Java classes. Also, the LIME specification language [80] is an approach that allows us to annotate Java program with pre- and post-conditions as well as with propositional linear temporal logic.

Thus, we can generate class contracts from UML protocol state machine and
instrument them in the code. This information can then be used to validate the behavior of the class in later stage of the development cycle.

4.2 Generating Behavioral Interface

In this section, we demonstrate how class contracts can be generated from protocol state machine. In order to generate a class contract we require two UML diagrams: a UML class diagram and a UML protocol state machine. The UML class diagram provides a syntactic interface of a class by naming the public methods of a class and the type of their input and output parameters. The protocol state machine describes the behavioral interface of a class.

The protocol state machine should define a state invariant for each simple and composite state. A state invariant is a boolean expression that is true when the given state is active. This expression should be pure or free of side effects. State invariants link the current state of an object, defined using object attributes and the current state of its protocol, defined using a protocol state machine. We require that a state invariant is defined using public features of the class interface. That is, the state invariant should be observable by other objects.

As an example, Figure 4.1 shows a syntactic interface for a bounded stack class and a simple protocol state machine with three simple states (Empty, notEmpty and Full), four query methods (isEmpty, isFull, getMax and size) and two operations (push and pop). The state invariants isEmpty, not isEmpty and isFull must be true for the states Empty, notEmpty and Full, respectively. Transitions are triggered by the push(o) and pop operations with associated guard conditions.

Our objective is to extract a class contract for the class Stack so that it can be expressed in a contract language such as JML or LIME. This contract should follow the protocol defined in the state machine. That is, the observable behavior of a class that implements the protocol state machine and a class that implements the contract should be equivalent. The contract constrains the users of a class. For example, the method push() cannot be invoked if isFull evaluates to true. It also constrains the implementation of a class. For example, after invoking push(), the expression not isEmpty should evaluate to true.

We should note that while there are three different transitions triggered by the push method, the actual implementation should combine the behavior of the three transitions into one method. Therefore, in order to generate the class contract we need to combine the information stated in all the transitions triggered by a method into a precondition and postcondition for that method. We describe this task in the following sections.
Figure 4.1: (Top) Stack Class. (Bottom) Protocol State machine of Stack Class
4.2.1 Defining the Structure of Protocol State Machines

In this section we study the structure of a protocol state machine as described in the UML standard [125].

There are three kinds of states i.e., simple, composite and submachine state [125]. We do not define a submachine state since it is considered semantically equivalent to a composite state [125].

Each state has a state invariant which is a boolean function. The substates of a composite state cannot have invariants that would weaken the invariant of the parent state. As an example consider a composite state with the invariant $x > 0$. A substate with an invariant stating $x = 0$ would cause an error as it is not in the scope of $x > 0$. Instead, a substate with the invariant $x > 1$ is appropriate as it is in the scope of $x > 0$ and would further restrict the parent state invariant.

A transition is a directed relationship between the two states represented by an arrow from a source state to a target state [125]. The trigger that fires a transition is annotated on the arrow along with the pre- and post-conditions as $[\text{precondition}]\text{trigger}/[\text{postcondition}]$.

Based on this, we can now define the structure of a protocol state machine.

Definition 1 A protocol state machine is defined as a set such that: $pSM = \{SF, t, S_s, S_c, T, source, target, trigger, issubstate, g, inv, reg, post\}$, where $SF$ is a set of final states, $t$ is the initial state, $S_s$ is a set of simple states, $S_c$ is a set of composite states and $T$ is a set of transitions. The following functions describe the relations between the elements of the protocol state machine:

- $issubstate(s_1, s_2)$ is true if state $s_1$ is a substate of $s_2$. We require that the graph created by the set of states $S$ and the binary relation $issubstate$ is connected and acyclic.
- $trigger(t)$ provides the operation that triggers the transition $t$.
- $source(t)$ is the set of source states for a transition $t$. This is the set of all states that should be active in order to trigger the transition $t$. If a transition starts from a substate, then this set will also include all the containing states. If a transition is a join transition, then this set will include all the states participating in the join (and their containers). We call the direct source of a transition to the set of source states without their containers: $dsource(t) = \{s \in source(t) : \neg \exists s' \in source(t) : issubstate(s', s)\}$.
- $target(t)$ provides the set of all the target states for a transition $t$.
- $post(t, \sigma)$ evaluates the postcondition of the operation associated to a transition $t$ in an object in state $\sigma$.
- $g(t, \sigma)$ evaluates the guard associated with the transition $t$ in an object in state $\sigma$.
- $reg(s, \sigma)$ returns the region to which a state $s$ belongs in an object in state $\sigma$.
- $inv(s, \sigma)$ evaluates the invariant of the state $s$ in an object in state $\sigma$. 

...
The set of states in a protocol state machine is the union of initial state, final states, simple states and composite states, i.e., \( S = I \cup S_F \cup S_s \cup S_c \). The sets \( I \) and \( S_F \) are mutually disjoint. Elements in the set of final states can never be the source of a transition, i.e., \( S_F = \{ s : \forall t \in T, s \notin \text{source}(t) \} \). An initial state cannot belong to the set of final states and is not the target state of any transition, i.e.,
\( I = I \in S \land I \notin S_F \land \forall t \in T : t \notin \text{target}(t) \)

The structure of a protocol state machine ensures that if a state is not contained in any other state, i.e., it is at the highest level of state hierarchy then only one state can be active at the same time. If the active state is a substate then no other state can be active in the same region. We can formalize this with the following condition:

\[
\text{well formed}(\sigma) = \exists s \in S : \text{inv}(s, \sigma) = \forall s' \in S : \neg \text{issubstate}(s, s') \implies \neg \exists s'' \in S : \text{inv}(s'', \sigma) \land (\exists s' \in S : \text{issubstate}(s, s') \implies \neg \exists s'' \in S : \text{inv}(s'', \sigma) \land \text{reg}(s, \sigma) = \text{reg}(s'', \sigma))
\]

### 4.2.2 Semantics of Protocol State Machines

The structure of protocol state machine described above provides a concrete basis to describe the semantics of protocol state machine as a state transition system. The behavior of invoking a method will be equivalent to triggering one or more transitions that have that method as a trigger. The set of transitions triggered simultaneously is called a \textit{step}. To define the semantics of a protocol state machine we need to define what transitions are triggered in a \textit{step} and what the effect of triggering each transition is.

A state invariant can be used to define a pre- or post-condition of a transition. When a transition points to a state, this specifies that the transition must not fire if the state invariant of the target state does not hold afterwards. With this in mind we can think of the state invariant as a postcondition. Analogous to this, the state invariant of the source state of a source state can act as a precondition. If that invariant does not hold, it means we are not in the source state and the transition can not be fired.

In order to trigger a transition it should be enabled. A transition is enabled when all its source states are active, the guard of the transition is true and the trigger of the transition matches the method invoked. If no guard is given for a transition, then we assume it is true. Similarly, if the postcondition of the transition is not specified, it is assumed to be true.

**Definition 2** A transition \( t \) is enabled if \( \text{enabled}(t, m, \sigma) = g(t, \sigma) \land (\text{trigger}(t) = m) \land \forall s \in \text{source}(t) : \text{inv}(s, \sigma) \)

It is possible that invoking a method triggers more than one enabled transitions.
In some cases we can trigger only one of the enabled transitions. This is when two enabled transitions, with the same trigger, try to exit one or more common states and target different states. This situation results in a conflict between the two transitions that are enabled.

**Definition 3** Two transitions $t_1$ and $t_2$ are in conflict when:
\[
\text{conflict}(t_1, t_2) = (\text{trigger}(t_1) = \text{trigger}(t_2)) \land \text{enabled}(t_1, \text{trigger}(t_1), \sigma) \land \text{enabled}(t_2, \text{trigger}(t_2), \sigma) \land (\text{source}(t_1) \cap \text{source}(t_2) \neq \emptyset)
\]

When two transitions are in conflict we need to choose one transition to fire. The UML standard defines a priority scheme based on the state hierarchy. Transitions originating from a deeper substate has priority over transitions originating from a composite state.

**Definition 4** Transition $t_1$ has priority over transition $t_2$ when $\text{priority}(t_1, t_2) = \text{conflict}(t_1, t_2) \land \exists s_1 \in \text{dsource}(t_1), s_2 \in \text{dsource}(t_2) : \text{issubstate}(s_1, s_2)$

When a method is invoked in an object whose behavior is represented as a protocol state machine, the behavior of the method should be equivalent to triggering all the transitions in a step of the protocol state machine.

The set of transitions triggered simultaneously is called a step. We can now define what a step in a protocol state machine is.

**Definition 5** Given a protocol state machine, an object in state $\sigma$ and a method $m$, we define a step as the set of all enabled prioritized transitions:
\[
\text{step}(m, \sigma) = \{ t \in T : \text{enabled}(t, m, \sigma) \land (\neg \exists t' \in T : \text{enabled}(t', m, \sigma) \land \text{priority}(t', t)) \}
\]

In some cases, transitions may be in conflict but none of them may have priority over the other. This is when more than one transitions are triggered by the same method call, originate from same direct source state and target different states. In this case, the behavior of a protocol state machine is non-deterministic. The UML standard specifies that in case of non-determinism between two or more transitions, any of the transitions can be triggered.

The set of transitions that are in conflict with each other in a step set in state $\sigma$ is given as follows.

**Definition 6** A conflict set is a set of all the conflicting transitions in the step set with transition $t$ in state $\sigma$:
\[
S\text{Conflict}(t, \sigma) = \{ t' \in \text{step(trigger(t), \sigma)} : \text{conflict}(t, t') \}
\]

We deal with the case of non-determinism in the next section while generating the postcondition of such transitions.

The effect of firing a transition is such that invariants of all the target states should be true and the transition postcondition should be also true.
**Definition 7** The effect of triggering a transition $t$ is defined as:

$$\text{effect}(t, \sigma') = \text{post}(t, \sigma') \land \forall s \in \text{target}(t) : \text{inv}(s, \sigma')$$

This also caters to the case of a fork transition by ensuring that invariants of all the target states are true.

**4.2.3 Generation of Class Contract**

The precondition of a method states under which conditions we can invoke a method. We allow a method to be invoked in a state $\sigma$ when it can trigger at least one transition in the equivalent protocol state machine. This is the case when there is at least one transition enabled.

**Definition 8** The precondition for a method $m$ is defined as:

$$\text{precondition}(m, \sigma) = \exists t \in T : \text{enabled}(t, m, \sigma)$$

Since the structure of a protocol state machine is finite (there is a finite number of states, transitions, triggers) and static (it does not change at runtime), we can replace the existential quantification in the previous definition with a disjunction. In our example of $\text{Stack}$, we can calculate the precondition for the operation $\text{push}()$:

$$\text{precondition}(\text{push}, \sigma) = \text{enabled}(t1, \text{push}, \sigma) \lor \text{enabled}(t3, \text{push}, \sigma) \lor \text{enabled}(t5, \text{push}, \sigma)$$

By replacing the definition of $\text{enabled}$ for each transition we obtain the following precondition for $\text{push}()$:

$$\text{precondition}(\text{push}, \sigma) = \text{isEmpty}(\sigma) \lor (\text{size}(\sigma) < \text{getMax}(\sigma) - 1 \land \neg \text{isEmpty}(\sigma) \land \neg \text{isFull}(\sigma))$$

We should note that this expanded precondition does not refer anymore to the structure of protocol state machine. It uses transition guards and state invariants, but as we stated in Section 4.3, we require that the guards and invariants are defined in terms of public features of the class. Thus, we have extracted a method precondition using information from the protocol state machine that can be represented in existing class contract languages such as Eiffel or JML, or even as assertions in languages such as Java or C++.

In a language such as JML, the previous precondition can be represented as:

```jml
/*@ requires (isEmpty()) ||
@ (!isEmpty() && !isFull() && size()<getMax()-1) ||
@ (!isEmpty() && !isFull() && size()==getMax()-1) */
void push(Object o) { ...}
```

The postcondition of a method states the outcome of invoking the method. If the transitions in the $\text{step}$ set are in conflict i.e., causing a nondeterministic
behavior, then any one of the transitions can be fired such that the structure of protocol state machine is not violated. If there is no conflict between the enabled transitions then all the transitions of the step set are triggered and the effect of each triggered transition should be observable after executing the method. We represent as $\sigma$ the state of an object before executing the method and as $\sigma'$ the state of the object after executing the method.

**Definition 9** The postcondition for a method $m$ is defined as:

$$
\text{postcondition}(m, \sigma, \sigma') = \forall t \in \text{step}(m, \sigma): (S\text{Conflict}(t, \sigma) \neq \emptyset \implies \exists t' \in S\text{Conflict}(t, \sigma): \neg \text{effect}(t, \sigma) \implies \text{effect}(t', \sigma) \land (S\text{Conflict}(t, \sigma) = \emptyset \implies \text{effect}(t, \sigma')))
$$

This implies that if the set of conflicting transitions is not empty, then any of the enabled transitions can be triggered. The definition ensures the well formedness property of protocol state machine by allowing the effect of any other transition to be true only if the effect of transition under check is false.

In addition, our definition of post-condition also caters to the case of self-transition, i.e., a transition that has the same source and target states. A definition that negates the invariant of the source state of a transition would be too strong to address the case of self-transition.

The universal quantification over the step set can be replaced by the conjunction of three implications, in our Stack example, as the structure of protocol state machine is finite and static.

$$
\text{postcondition}(\text{push}, \sigma, \sigma') = (\text{enabled}(t_1, \text{push}, \sigma) \implies \text{effect}(t_1, \sigma')) \land (\text{enabled}(t_3, \text{push}, \sigma) \implies \text{effect}(t_3, \sigma')) \land (\text{enabled}(t_5, \text{push}, \sigma) \implies \text{effect}(t_5, \sigma'))
$$

When we replace the definitions of enabled and effect, we obtain:

$$
\text{postcondition}(\text{push}, \sigma, \sigma') = (\text{isEmpty}(\sigma) \implies \neg \text{isEmpty}(\sigma') \land \neg \text{isFull}(\sigma')) \land (\text{size}(\sigma) < \text{getMax}(\sigma) - 1 \land \neg \text{isEmpty}(\sigma) \land \neg \text{isFull}(\sigma) \implies \neg \text{isEmpty}(\sigma') \land \neg \text{isFull}(\sigma') \land (\text{size}(\sigma) = \text{getMax}(\sigma) - 1 \land \neg \text{isEmpty}(\sigma) \land \neg \text{isFull}(\sigma) \implies \text{isFull}(\sigma'))
$$

In the JML contract language the previous value of an expression (before a method is executed) can be obtained by using the $\text{old}$ clause. As an example, this is the postcondition of the push operation:

```java
/*@ requires(isEmpty()) ||
   @ {isEmpty() && !isEmpty() && size()<getMax()-1} || (!
   isEmpty() && !isFull() && size()==getMax()-1) */
@ ensures (\text{old}(\text{isEmpty}()) \implies !\text{isEmpty()} && \text{isFull()} \land
@ \text{old}(!\text{isEmpty}() && !\text{isFull()} && size()<\text{getMax()}-1) \implies !
   \text{isEmpty()} && \text{isFull()} \land
```
The generation of the precondition and postcondition of the `pop` operation follows a similar pattern.

Usually the main drawback of using postconditions in testing and runtime checking is that it needs to refer to the previous state of the object before executing the method. This can be achieved at runtime by storing a snapshot of the object, but this step can be computationally expensive and it is only partially supported in contract languages such as Eiffel and JML. However, a closer inspection of Definition 2 of `enabled` reveals that we do not need to store the complete state of an object but only the guards and invariants that are enabled. Usually, that only requires few bits of storage per method.

### 4.2.4 Example

In order to see the effectiveness of our approach, we use a `Student` class and extract contracts from its protocol state machine. The `Student` class and its protocol state machine is shown in Figure 4.2 and Figure 4.3, respectively. According to Figure 4.3, a registered student can enroll in a course and start studying. During the course, he has to attend labs and give exams. If he fails in the midterm, he has the option to withdraw the course and wait for the next course. A student also has the option to quit school anytime he wants to while studying. If he clears his labs and exams, he is passed, else he can register either in the current semester or wait for another semester.

We use different types of transitions in our example to show the applicability of our approach. These include fork transition, join transition, high-level transition and self transition. We also deal with the case of conflicting transitions where
either one transition has priority over the other or they cause a non-deterministic behavior of the protocol state machine. Below, we explain these cases separately.

**Fork Transition**

Transition $t_1$, in Figure 4.3, is a fork transition with one source state and more than one target states. These target states are triggered simultaneously by the method $enroll()$ in state gettingRegistered. The precondition for the method $enroll()$ involves those transitions that are enabled in state $s$.

\[
\text{precondition} (enroll) = \text{enabled}(t_1, enroll)
\]

\[
\text{precondition} (enroll) = \text{isregister}()
\]

The step set will contain all the transitions that are enabled in the state $s$. As $t_1$ has no conflicting transitions, so the post-condition for $SConflict = \emptyset$ is the effect of all the transitions that are enabled in the step set.

\[
\text{postcondition} (enroll) = \text{enabled}(t_1, enroll) = \text{effect}(t_1)
\]

\[
\text{postcondition} (enroll) = \text{isregister}() = (\text{isStudying}() \land \text{isattLab1}())
\]

Definition 7 ensures that all the target states of the fork transition $t_1$ are true as a postcondition.
Join Transition

Figure 4.3 shows that invoking method *pass()* triggers either transition \( t_3 \), \( t_{10} \) or \( t_6 \) in states *attendingLab1*, *givingMidTerm* or in the orthogonal states *attendingLab2* and *givingFinal*. Transition \( t_6 \) is a join transition with one target state and more than one source states in orthogonal regions. According to Definition 2, the invariants of all the source states of \( t_6 \) should be true before firing \( t_6 \). The precondition for method *pass()* is given as:

\[
\text{precondition}(\text{pass}, \sigma) = (\text{isStudying}(\sigma) \land \text{isattLab1}(\sigma)) \lor (\text{isStudying}(\sigma) \land \text{ismidTerm}(\sigma)) \lor (\text{isStudying}(\sigma) \land \text{isattLab2}(\sigma) \land \text{isFinal}(\sigma))
\]

All the three enabled transitions in state \( \sigma \) i.e., \( t_3 \), \( t_{10} \) and \( t_6 \) do not have conflict with any other transition, so according to Definition 9 the postcondition of *pass()* is extracted as their effect.

\[
\text{postcondition}(\text{pass}, \sigma, \sigma') = \\
((\text{isStudying}(\sigma) \land \text{isattLab1}(\sigma)) \implies (\text{isattLab2}(\sigma') \land \text{isStudying}(\sigma'))) \lor \\
((\text{isStudying}(\sigma) \land \text{ismidTerm}(\sigma)) \implies (\text{isFinal}(\sigma) \land \text{isStudying}(\sigma'))) \lor \\
((\text{isStudying}(\sigma) \land \text{isattLab2}(\sigma) \land (\text{isStudying}(\sigma) \land \text{isFinal}(\sigma))) \implies \text{isPass}(\sigma'))
\]

High Level Transition

The high level transition \( t_5 \) originates from a composite state and results in exiting all the substates of *Studying* whenever *quit()* method is invoked. The pre-condition for *quit()* method is given as:

\[
\text{precondition}(\text{quit}, \sigma) = \text{isStudying}(\sigma)
\]

This transition is triggered whenever the method *quit()* is called and invariant of the composite state *Studying* is true i.e., protocol state machine is in any of the substate of *Studying*.

The postcondition for *quit()* is given as the effect of \( t_5 \) since:

\[
S\text{Conflict}(t_5, \sigma) = \emptyset,
\]

Thus,

\[
\text{postcondition}(\text{quit}, \sigma, \sigma') = \text{isStudying}(\sigma) \implies \text{isquit}(\sigma')
\]

Self Transition

Transition \( t_8 \), triggered by *leave()* , is a self transition as it has the same source and target states. It is triggered whenever composite state *Studying* is active and *leave* method is called.
precondition(leave, \sigma) = isStudying(\sigma)

Since, \( t_{8} \) is a self-transition on a composite state \textit{Studying}, so it can be fired from any of its sub states. With an empty conflict set of \( t_{8} \), we get:

postcondition(leave, \sigma, \sigma') = enabled(t_{8}, leave, \sigma) \implies effect(t_{8}, \sigma') = isStudying(\sigma) \implies isStudying(\sigma')

A self transition on a composite state implies that same sub-state should be active after the transition that was active before firing the transition. We consider our definition as a weak case of self transition since it does not cater to the case of sub-states currently. A stronger definition of post-condition would ensure that the same substate is active after the self transition that was active before it was fired.

Conflicting Transitions

As defined in Definition 4, two transitions are in a conflict when they are both enabled, triggered by the same method and have at least one common source state. In Figure 4.3, transitions \( t_{2} \) and \( t_{4} \) are in conflict since they both have the same trigger method \textit{fail()}, they are both enabled in state \textit{ismidTerm} and they both have a common source state i.e., \textit{Studying}. Similarly, \( t_{7} \) and \( t_{9} \) are invoked by the same operation i.e. \textit{reRegister()} and they leave the same source state i.e., \textit{failed}. \( t_{11} \) also has the same operation as \( t_{7} \) and \( t_{9} \) i.e. \textit{reRegister()} but it is not in conflict since it has no common source state with them.

In both the cases, only one of these conflicting transitions can be fired. This problem can be resolved by using UML 2.0 well-formedness rules. The conflicting transitions can be such that one transition has priority over the other or they can cause a non-deterministic behavior of the protocol state machine. We explain both these cases with this example below.

Case of Priority Transition

According to UML standards, a conflicting transition may have priority over the other if the direct source of one of the transitions is a deeper state compared to the direct source of other transition which is a composite state. The precondition of \textit{fail()} in state \( \sigma \) requires that either \( t_{2} \) is enabled or \( t_{4} \) is enabled.

precondition(fail, \sigma) = (isStudying(\sigma) \land ismidTerm(\sigma)) \lor isStudying(\sigma)

As the direct source of transition \( t_{2} \) is a substate of the direct source of transition \( t_{4} \) in Figure 4.3, so according to Definition 4 \( t_{2} \) has priority over \( t_{4} \) in state \textit{givingMidTerm}. Therefore, only \( t_{2} \) is defined as an enabled prioritized transition
in step set in state $\sigma$ and its effect is calculated as a post-condition.

\[
\text{postcondition}(\text{fail}, \sigma, \sigma') = \text{ismidTerm}(\sigma) \land \text{isStudying}(\sigma) \implies \\
\text{iswithdraw}(\sigma') \land \text{isStudying}(\sigma')
\]

For all the other sub-states of composite state Studying, $t4$ is fired as a high-level transition with no conflicting transitions.

\[
\text{postcondition}(\text{fail}, \sigma, \sigma') = \text{isStudying}(\sigma) \implies \text{isfailed}(\sigma')
\]

Taking the conjunction of both the implications, the postcondition of method $\text{fail}()$ is given as follows:

\[
\text{postcondition}(\text{fail}, \sigma, \sigma') = ((\text{ismidTerm}(\sigma) \land \text{isStudying}(\sigma)) \implies \\
\text{iswithdraw}(\sigma') \land \text{isStudying}(\sigma')) \land ((\text{isStudying}(\sigma)) \implies \text{isfailed}(\sigma'))
\]

**Case of Non-Deterministic Behavior**

When the operation $\text{reRegister}()$ is invoked both $t7$ and $t9$ are enabled in state $\text{failed}$. This causes a non-deterministic behavior of the protocol state machine since none of the transitions has priority over the other.

\[
\text{precondition}(\text{reRegister}, \sigma) = \text{isfailed}(\sigma) \lor \text{isfailed}(\sigma)
\]

Both the enabled transitions result in a non-empty conflict set in state $\text{failed}$ of object of class $\text{Student}$.

\[
\text{SConflict}(t7, \sigma) = \{t9\}
\]

\[
\text{SConflict}(t9, \sigma) = \{t7\}
\]

The well-formedness rule of UML 2.0 for non-deterministic behavior is given in Definition 9. It implies that in the case of conflicting enabled transitions, any of the conflicting transitions can be fired such that the structure of protocol state machine is not violated. Thus,

\[
\text{postcondition}(\text{reRegister}, \sigma, \sigma') = (\text{isfailed}(\sigma) \implies (\neg \text{isWait}(\sigma') \implies \\
\text{isregister}(\sigma')) \land (\text{isfailed}(\sigma) \implies (\neg \text{isregister}(\sigma') \implies \text{isWait}(\sigma')))
\]

Listing 4.1 shows the interface of $\text{Student}$ class annotated with JML contracts as explained in this section.
We have applied this approach to generate contract from UML protocol state machine on our behavioral REST model. It is addressed in detail in the next chapter in section 5.1. However, before understanding how contract information is inferred from the REST behavioral model, we need to understand its structure. This is explained in the next section.

4.3 Behavioral Model

The behavioral model of a REST web service defines its dynamic structure. It explains the different service states of a REST service during its life cycle and how those states are traversed. We use UML protocol state machine with state invariants and additional design constraints to represent the REST behavioral model.
In chapter 3, we showed how the static structure of a hotel room booking REST web service is defined with a resource model, shown in Figure 3.1. Resource model defined resource definitions of the service and their properties. The behavioral model defines the life cycle of a service using resources of the service, i.e. instances of resource definitions.

We use the resource structure information presented in the resource model to build REST behavioral model. Figure 4.4 shows the behavioral model of hotel room booking web service. The service can take a booking from its user and waits for the payment. If a booking is not paid within 24 hours, it is canceled by the system. When the user pays for his booking, it is processed by another web service that can either confirm or unconfirm the payment. If the third party service does not respond with the payment information within 2 hours of payment, the booking service cancels the payment. A confirmed and unpaid booking can be canceled and a canceled booking is deleted by the system after 6 months.

The atomicity of such transactions for complex scenarios and with time constraints can also be addressed using the Try-Cancel/ Confirm pattern proposed by Pardon and Pautasso [98]. Our work can take advantage of this protocol to cater the atomicity of the transactions, however, in current work we focus on how to design services with complex interactions such that the states of services are reflected in the states of the resources.

The behavioral model in Figure 4.4 has one composite state, activeBooking, and one simple state, canceled at the top level of state hierarchy. activeBooking is composed of composite state notConfirmed and simple state confirmed. The simple states notpaid and processingpayment are contained in notConfirmed. The booking resource can be retrieved (GET) and deleted (DELETE) and the cancel resource can only be updated (PUT) and retrieved (GET). Similarly, one of the operations of the service is to pay a booking. This is achieved by a HTTP PUT request over a payment resource. However, a payment can only be accepted if it is connected to a room and a booking can only be paid once. Also, a booking can be canceled, but not while the payment is being processed. We need to define all these conditions in the behavioral interface of the service.

A REST interface mostly uses an HTTP protocol, so our first design requirement is that the only allowed methods that can be invoked on resources are GET, PUT, POST and DELETE and a state change can be triggered only by POST, PUT and DELETE. This provides a uniform interface. The methods are represented as: METHOD_NAME (path, p1, p2, ...), where path is the relative path of the resource on which the HTTP method is invoked, and p1, p2, ... represent the HTTP request parameters, if any, passed with the method.

In our behavioral model, the transition triggers can only be defined as POST, PUT or DELETE operations over resources described in the resource model. The guards on the transitions and the state invariants that define the service state can be defined only using information from the resources and request parameters.
Figure 4.4: Behavioral Model for HRB RESTful Web Service
4.3.1 GET Method

The GET method retrieves the representation of the resource and it should not have side effects. For example, \( \text{GET}(/\text{bookings/booking_id}/\text{payment}) \) is HTTP GET method on the resource \text{payment}. Whenever a GET method is called on a resource, it gives the representation of resource as a response. In practice, the access to resources may be restricted by an authentication and access control mechanism.

4.3.2 POST Vs. PUT Method

Both POST and PUT methods can be used to create a new resource. However, these methods are invoked based on certain criteria defined for REST.

A clear difference between POST and PUT given in [111] is that the client uses POST when server is incharge of deciding what URI the new resource should have and the client uses PUT when it is incharge of deciding what URI the new resource should have. Alternatively, we can say, when a POST method is invoked on an existing URI, a new resource is created and if PUT is invoked on an existing URI, it just modifies the existing resource. A PUT creates a new resource only when it is invoked on an new URI.

**POST Method:** POST is generally used to create subordinate resources, i.e., resources that exist in relation to another parent resource [111]. and it is not idempotent. This means that invoking a POST on the same resource multiple times will always create a new resource with new address with same properties.

In our model, a POST method is used create a new resource by invoking it on a collection resource. For example, in Figure 4.4 a POST is invoked on collection resource \text{bookings} to create new resources. This URI of the new booking resource is returned as a part of the response.

**PUT Method:** PUT method is idempotent, i.e., it has the same effect if you invoke it once or more than once. If PUT is invoked multiple times on a resource, it will create a new resource the first time and would keep updating the same resource with the same address for subsequent invocations. For example, in Figure 4.4 PUT is invoked on cancel resource with PUT(/bookings/booking_id)/cancel). It creates a new cancel resource when it is invoked the first time. If the client needs to modify it, it invokes PUT on cancel resource with the same URI with different parameter values.

4.3.3 DELETE Method

DELETE method deletes a resource. This method is also idempotent. This means that invoking a DELETE on a resource will have the same effect even if it is invoked multiple times. We delete \text{booking} resource by invoking DELETE on it, i.e., DELETE(/bookings/booking_id)/). However, only a canceled booking can
be deleted by the system and if it has been canceled for more than 6 months. This is shown by allowing DELETE to trigger a transition on booking, only when it is in the canceled state and time constraints are added as a guard on the transition.

4.3.4 State Invariant

We retrieve the resource of a state by invoking GET on it. When we invoke an HTTP GET method on a resource, it returns its representation along with the HTTP response code. This response code tells whether the request went well or bad. If the HTTP response code is 200, this means that the request was successful and the invoked resource exists. Otherwise, if the response code is 404, this implies that URI could not be mapped to any resource and the invoked resource does not exist.

We use the information inferred from the response codes and representation of resources to define our service state invariants in behavioral model. We have used OCL to define state invariants in behavioral models of REST web services that are represented by UML state machine diagrams. The UML specification proposes the use of OCL to define constraints in UML models, including state invariants. OCL is well supported by many modeling tools [49, 58]. We consider OCL constructs using mainly multiplicity, attributes value and boolean operators.

Attribute Constraints

The value of the attribute is accessed in OCL by using a keyword self or by using a class (resource) reference ([96],p.15), the value constraint of the attribute Att is written in OCL as self.Att=Value, meaning \{x|(x,Value) ∈ Att\}, where Value represents the attribute value. For example, the state invariant for the state notConfirmed in Figure 4.4 contains the boolean expression payment.confirmation -> size() = 0, where confirmation refers to attribute value confirmation on resource payment (represented by association relationship in the resource model)

Multiplicity Constraints

The multiplicity of an association is accessed by using size() operation in OCL ([96],p.144). The multiplicity constraint on the association A in OCL is written as self.A->size()=Value, where Value is a positive integer and represents the number of allowable resources of the range resource definition of the association A. We can use a number of value restriction infix operators with size() operation such as =, >, <=, < and >. The multiplicity constraint on an association A is defined as \{x|#\{y|(x,y) ∈ A\}OP Value\}, where OP is the infix operator and Value is a positive integer. For example, consider the state invariant for the state activeBooking in Figure 4.4. self.room -> size() >= 1 checks the response code for the HTTP GET methods on the resource room. It evaluates to true if response code of the invocation, i.e., GET on room for a particular booking ID (booking_id) is
200. Similarly, $\text{self.cancel -> size()} = 0$ is true if response code of the invocation, i.e., GET on $\text{cancel}$ for a particular booking ID({booking_id}), is 404. For the hotel room booking service to be in state $\text{cancel}$, the state invariant of this state should be true.

**Boolean Operators**

The constraints in a state invariant are written in form of a boolean expression, and joined by using the boolean operators, such as "and" and "or" ([96],p.144). For example, consider the state invariant for the state $\text{activeBooking}$ in Figure 4.4. The boolean expressions $\text{self.room -> size()} = 1$ and $\text{self.cancel -> size()} = 0$ are combined with boolean operator $\text{and}$.

We must note that to evaluate the state invariant of a substate, its state invariant should be conjuncted with state invariant of all the super states that contain it.

### 4.3.5 More on Connectedness

A stateful service may impose a certain sequence of method invocations that must be respected in order to achieve service goals. This sequence of method invocation is evident by looking at the behavioral model.

Also, since the method invocations are dependent on states of the service that cannot be maintained via sessions in a stateless protocol, the service representations should contain a list of links that can be further invoked providing connectivity feature to REST interface. This feature allows the client to follow the right sequence of method calls. We require that this information should be formulated from the behavioral model.

When a POST or a PUT method is invoked on a resource, it returns the resource representation along with the status code. In addition to resource attributes, the resource representation also contains list of links that can be invoked further. When an HTTP method invokes a transition in behavioral model, we observe the outgoing transitions from its target state. The trigger of these outgoing transitions become part of the resource representation and returned along with with HTTP response codes to the client. This information allows the service client to follow a trail of method invocations and informs the client about the allowed HTTP methods that can be invoked on a resource. Thus, the service carries forward its operation in a stateful manner treating hypermedia as the engine of service states.

### 4.4 Synchronous and Asynchronous Web Services

Interaction between web services can be either synchronous or asynchronous. This interaction is distinguished in the manner request and response are handled. When a client invokes a synchronous services, it suspends further processing until it gets a response from the service. On the other hand, when a client invokes
an asynchronous service it does not wait for the response and continues with its processing. The asynchronous service can respond later in time. The client receives this response and continues with its processing.

We have modeled the scenario for asynchronous third party service in Figure 4.4 by creating a processing state in our state machine. A third party credit card payment service is invoked when a PUT is invoked on the payment resource. This would invoke the credit card service as an internal action that is not shown here since it is not part of interface operations of web service. The credit card payment service is an asynchronous service so it may take a long time to process the credit card and confirm the payment back to the client. Thus, the system goes into a processing state for that particular booking with booking ID \( \text{booking}_\text{Id} \) and resumes processing of other transactions. When the confirmation response is received from the third party service, the processing for this booking is resumed.

It may be worth pointing out that the agent POSTing the payment (the client) must also be able to act as a server in order to receive a PUT payment confirmation. As an alternative, the credit card service might return 202 (Accepted) response with location. This would require the client to poll for confirmation.

### 4.5 Authorization and Actors

In a secure web, the requests must be authenticated to ensure that the request is coming from the right party and if the consumer of the service is authorized to access the privileged resource. In this context, our behavioral model uses the notion of actor to specify which party invokes a certain method.

An actor of the service is the participant that invokes different methods on different resources of the service resulting in different service states. In Figure 4.4, the involved parties are annotated as actors on the transitions along with the methods they trigger, guards and request parameters. The user can invoke POST
Table 4.1: Requirements Table of Hotel Room Booking REST Web Service

<table>
<thead>
<tr>
<th>Req</th>
<th>Sub-Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>1- Payment</td>
<td>1.1 - A booking should be paid by the user</td>
</tr>
<tr>
<td></td>
<td>1.2 - If a booking is not paid within 24 hours, then it is automatically</td>
</tr>
<tr>
<td></td>
<td>canceled by the system (HRB Service)</td>
</tr>
<tr>
<td></td>
<td>1.3 - If payment processing does not confirm payment within 2 hours,</td>
</tr>
<tr>
<td></td>
<td>then it is automatically canceled by the system.</td>
</tr>
<tr>
<td></td>
<td>1.4 - If the payment is successful then the booking must be confirmed.</td>
</tr>
<tr>
<td>2- Cancel</td>
<td>2.1 - A booking is canceled by the system (HRB service) if it is not</td>
</tr>
<tr>
<td></td>
<td>paid for 24 hours</td>
</tr>
<tr>
<td></td>
<td>2.2 - A booking can be canceled by the user only if it is not waiting</td>
</tr>
<tr>
<td></td>
<td>for payment processing, i.e., a booking can be canceled only if it</td>
</tr>
<tr>
<td></td>
<td>is unpaid or confirmed.</td>
</tr>
<tr>
<td>3- Delete</td>
<td>3.1 - A canceled booking is deleted automatically by the system (HRB service) after 6 months</td>
</tr>
</tbody>
</table>

and DELETE on bookings and PUT on payment resource, where as the partner web service invokes the confirmation resource with True or False information. A booking can be canceled by the user and the system, i.e., HRB Service.

The service developer can use the information of actors provided in the behavioral model to implement the access rights on resources during implementation. When the service user makes an HTTP request on a privileged resource, it provides its credentials in the authorization header. If the credentials are wrong, consumer is denied access to the resource.

4.6 Domain-Specific Requirements

Requirements can be decomposed in different categories like functional, architectural, temporal, data etc and are generally domain specific since they are inferred from the specification document. We infer functional and temporal requirements from the specification document into a table and number them. These requirements are attached to the behavioral model as comments on the transitions or states. When a state or transition with the requirement annotation is traversed, it indicates which service goal is met.

Table 4.1 shows the requirements for hotel room booking REST web service that are added as comments on Figure 4.4. All these requirements must be met by the service implementation in order to satisfy all service goals.
4.7 Time Constraints

Service specifications may impose certain time restrictions on service implementations to ensure timely delivery of service operations. This allows the service not to wait uselessly for a service that does not respond. We require that these time constraints should be captured at the design time in order to carry them forward in all the other phases of service development. This makes design models amenable for verification of their timed behavior before implementing them.

In our behavioral model, the time requirements are added using UML time events for state machines. In our example of hotel room booking service, we require that a booking is canceled if it is not paid for 24 hours. Similarly, if the payment processing service does not confirm the payment within 2 hours, it is marked as unpaid and a canceled booking is automatically deleted by the system after 6 months. We model these properties in behavioral model in Figure 4.4 by adding after time event as guards on the respective transitions.

4.8 Stateless State Machines?

REST web services offer a stateless interface. Using a state machines to model a stateless interface may seem like an oxymoron. In the context of a RESTful service, statelessness is interpreted as the absence of hidden information kept by the service between different service requests. In that sense, a RESTful web service should exhibit a stateless protocol. Also, there is no sense of session or sequence of request in a RESTful service.

On the other hand, state machines have a notion of active state configuration, that is, what states are active at a certain point of time. If an implementation of an interface described using a state machine would have to keep the active state configuration between different requests, then this would break the statelessness requirement of the RESTful service.

However, our approach does not actually require that a service implementation keeps any additional protocol state. In our approach a state is active if its invariant evaluates to true and the invariants are defined using addressable resources. Therefore an implementation of a service can determine the active state configuration by querying the service state. There is no need to keep any additional protocol state.

4.9 Well-formedness Rules for Behavioral Model

Our behavioral model is represented by UML protocol state machine with certain design restrictions. These restrictions must be taken into consideration by the developer when constructing models for REST web service. A list of well-formedness rules for behavioral model, inferred from the discussions above, is given below:

- Every state should have a state invariant.
• Method calls should be either PUT, POST and DELETE.
• The state invariants of each state should be mutually exclusive.
• Each requirement should be attached to a transition.

4.10 Conclusion

A behavioral model captures the dynamic structure of a REST web service using UML protocol state machine. In this chapter, we have shown how the different properties of REST behavioral interface are modeled. We show how different REST features are modeled by introducing different design constraints on protocol state machine. We covered method calls, connectivity, synchronous and asynchronous services, authorization, timed behavior along with other REST features. Our approach advocates creation of REST interfaces if the well formedness rules of service design models are followed by the service developer. We also presented our approach to generate behavioral interfaces from UML protocol state machine. In the next chapter we discuss how the behavioral interfaces for REST web services are generated from behavioral models.
Chapter 5

From Service Design Models to a REST Interface

Service designs models contain behavioral information such that every transition provides manyfold information. This information contributes to the creation of web service interfaces that exhibit RESTFul behavior. In this chapter, we show how the service design models lead to a REST interface.

In the previous chapter, we had studied how the method contract information can be generated from UML protocol state machines and asserted into code. Our understanding of behavioral model of REST web service interface is much clearer now so, in section 5.1, we explain how the contract generation approach is applied on behavioral model to create behavioral interfaces of a REST web service.

Web Application Description Language (WADL) [121] provide service descriptions for REST web services. In section 5.2 we discuss the generation of behavioral WADL service descriptions.

Each HTTP request on a service is followed by an HTTP response that contains resource representation. In section, 5.3 we show the pairs of HTTP requests and their responses containing information inferred from the service design model. Section 5.4 concludes the chapter.

5.1 Method Pre- and Post Conditions

Method contracts specify conditions under which a method should be invoked and the expected result of method invocation. This constraint the user to invoke the service under the right conditions and the developer to rightly implement the expected functionality.

However, determining what is the active state configuration of the interface state machine every time that a service implementation has to fulfill a request may be a slow task in the case of complex interfaces with many states. However, in practice it is not necessary to explore all states in the state machine but only the
source states of the transitions that can be triggered based on the current request. We have discussed in Section 4.3 about how we can do that by computing the precondition (and postcondition) of each method request. We are now interested in discussing detail how this behavioral interface is computed and implemented for REST web services.

When the state invariant of a state is true, we say that this service state is active otherwise false. In doing so for a REST service we take advantage of the fact that the service states can be defined as predicates over resources. This means that GET methods are invoked on different resources of the service and combined as a boolean expression to form a state invariant. HTTP GET methods are free of any side-effects.

Our aim is to generate preconditions and postconditions of side-effect methods. The precondition of a method tells under what conditions a method can be triggered. We say that the precondition of a method $m$ is satisfied when the state invariants of all the source states of transition $t$ are true along with its guard condition.

In a similar manner, if a method $m$ triggers a transition $t$ in a behavioral model, then its post-condition is satisfied when the state invariants of all the target states of transition $t$ are true along with the postcondition on the transition $t$.

For the details and formal definitions of generating preconditions and postconditions for different elements in a UML protocol state machine of a class readers are referred to section 4.2.

We apply the same definition of contract generation on our behavioral model, reproduced in Figure 5.1 for different cases. These cases are simple transitions, join and fork transitions, high level transitions, conflicting transitions and cases of priority transition and non-deterministic behaviors.

### 5.1.1 HTTP Method Pre-Condition

The precondition of a method is given by creating a boolean expression of state invariants of all the source states of transitions, to which that method is a trigger, and its guard conditions. We express GET method invocations on resources as OK($r$) and NOTFOUND($r$) functions for a concise representation in the listing. Here, OK($r$) represents $\text{self.}r \rightarrow \text{size()} = 1$ and True value of an attribute. NOTFOUND($r$) represents $\text{self.}r \rightarrow \text{size()} = 0$ and False value of an attribute. To recall, $\text{self.}r \rightarrow \text{size()} = 1$ represents a GET method call on resource $r$ with response code of 200 and $\text{self.}r \rightarrow \text{size()} = 0$ represents a GET method invocation on resource $r$ with response code of 404.

According to Definition 8 (in section 4.3.3), a precondition for a method $m$ is defined as:

$$\text{precondition}(m, \sigma) = \exists t \in T : \text{enabled}(t, m, \sigma)$$
Figure 5.1: Behavioral Model for HRB RESTful Web Service
We apply this definition to calculate precondition for our HTTP methods in behavioral model. The precondition for PUT on cancel, in Figure 5.1, is given as:

\[
\text{precondition}(\text{put\_cancel}, \sigma) = \text{enabled}(t7, \text{put\_cancel}, \sigma) \lor \\
\text{enabled}(t8, \text{put\_cancel}, \sigma) \lor \text{enabled}(t6, \text{put\_cancel}, \sigma)
\]

By replacing Definition 2 (from section 4.3.3) of \textit{enabled} for each transition, we obtain the following expansions for transitions \(t7, t8\) and \(t6\):

\[
\text{enabled}(t7, \text{put\_cancel}, \sigma) = (\text{OK}(\text{room}) \text{ and NOT\_FOUND} (\text{cancel})) \text{ and } \\
(\text{NOT\_FOUND}(\text{processing.waiting}) \text{ and } (\text{NOT\_FOUND}(\text{payment}) \text{ or } \text{OK}(\text{payment})) \text{ and } \text{NOT\_FOUND}(\text{confirmation.confirm}))
\]

\[
\text{enabled}(t8, \text{put\_cancel}, \sigma) = (\text{OK}(\text{room}) \text{ and NOT\_FOUND} (\text{cancel})) \text{ and } \\
(\text{NOT\_FOUND}(\text{processing.waiting}) \text{ and } (\text{NOT\_FOUND}(\text{payment}) \text{ or } \text{OK}(\text{payment})) \text{ and } \text{NOT\_FOUND}(\text{confirmation.confirm})) \text{ and } \text{time > 24}
\]

\[
\text{enabled}(t6, \text{put\_cancel}, \sigma) = (\text{OK}(\text{payment}) \text{ and } \\
\text{NOT\_FOUND}(\text{processing.waiting}) \text{ and } \text{OK}(\text{confirmation.confirm}))
\]

After replacing definitions of \textit{enabled}, for all the transitions, into precondition equation, we get the precondition for PUT on cancel as shown in Listing 5.1.

5.1.2 HTTP Method Post-Condition

The postcondition of a transition will be evaluated only if the precondition for that transition is true. We define as \textit{pre\_OK(r)} the function that gives boolean value of \texttt{self.r -> size() = 1} before invoking the trigger method. Similarly, \textit{pre\_confirmation.confirm} and \textit{pre\_NOT\_FOUND(r)} give the representation of attribute \textit{confirm} and boolean value of \texttt{self.r -> size() = 0} before invoking the trigger method, respectively.

The postcondition for a method \(m\) is given in Definition 9 in section 4.3.3. We refine this definition for PUT on cancel as follows:

\[
\text{postcondition}(\text{put\_cancel}, \sigma, \sigma') = \text{enabled}(t7, \text{put\_cancel}, \sigma) \implies \\
\text{effect}(t7, \sigma') \land \text{enabled}(t8, \text{put\_cancel}, \sigma) \implies \text{effect}(t8, \sigma') \land \\
\text{enabled}(t6, \text{put\_cancel}, \sigma) \implies \text{effect}(t6, \sigma')
\]

The effect of all the transitions are same since they all go to the same target state. Hence:
effect(t6, σ′) = OK(booking) and OK(cancel)
effect(t7, σ′) = OK(booking) and OK(cancel)
effect(t8, σ′) = OK(booking) and OK(cancel)

Listing 5.1 also shows the postcondition for PUT on cancel resource, generated from Figure 5.1, after replacing the definitions of enabled and effect in the equation of postcondition.

Listing 5.1: High Level Contract for PUT on cancel

PATH
booking: bookings/{booking_id}/
room: bookings/{booking_id}/room/
confirmation: bookings/{booking_id}/payment/confirmation/
cancel: bookings/{booking_id}/cancel/

PUT bookings/{booking_id}/cancel/
precondition
((OK(room) and NOT_FOUND(cancel)) and
(NOT_FOUND(processing.waiting) and
(NOTFOUND(payment) or OK(payment)) and NOT_FOUND(confirmation.confirm))
or ((NOTFOUND(processing.waiting) and NOTFOUND(payment) or OK(payment)) and NOT_FOUND(confirmation.confirm) and time > 24))
or (OK(payment) and NOT_FOUND(processing.waiting) and OK(confirmation.confirm)))

postcondition
(((pre_OK(room) and pre_NOT_FOUND(cancel)) and
(pre_NOT_FOUND(processing.waiting) and (pre_NOT_FOUND(payment) or
pre_OK(payment)) and pre_NOT_FOUND(confirmation.confirm))
or ((pre_NOT_FOUND(processing.waiting) and (pre_NOT_FOUND(payment) or
pre_OK(payment)) and pre_NOT_FOUND(confirmation.confirm))
and time > 24))) ==> OK(booking) and OK(cancel)) and
(pre_OK(payment) and pre_NOT_FOUND(processing.waiting) and pre_OK(confirmation.confirm))

Previously, we had shown how the contracts can be asserted as JML specifications in a Java class. We can assert JML specifications in a similar manner in a java based web service. For web services implemented in other programming languages such as python, this is just a simple exercise of mapping pre and post conditions in that language. In chapter 9, we have shown how the method contracts are asserted in an automated manner in python based web services developed using Django web framework.

5.2 Generation of Behavioral WADL Service Descriptions

Web Application Description Language (WADL) is used for publishing RESTful web service interfaces and provides a machine-processable description of the
interface [121]. Currently, RESTful architectural style and WADL are being widely adopted in the web and have numerous users, including enterprises such as Google, Yahoo, Amazon and Flicker.

The information about the interface of a web service in WADL is syntactic and does not say anything about its semantics, i.e., how a service should be invoked and behave.

We extend WADL to include information about the behavior of the methods in a service. Our objective is to generate this information automatically from the resource and behavioral models described above.

WADL defines the operations that can be invoked on an interface and describes the input and output parameters for each operation. It defines the resources that a service contains and methods that can be called on them. Each method has two attributes name and id, where name is the name of the HTTP method and id is the ID of the method that is associated with the HTTP method.

Representing information in the resource model as part of a WADL service description is a rather straightforward task. However, the behavioral model does not map directly to a WADL description since the behavioral model allows different transitions to be triggered by the same method. In our example, a cancel request can be invoked when the service is in different states. That is the information about when a method can be invoked (precondition) and what is its expected result (postcondition) needs to be computed from the different states in the behavioral model as explained in section 5.1.

5.2.1 Inserting Pre- and Post Conditions into WADL Service Descriptions

We refine the high-level contracts presented in section 5.1 with details of the relative navigation paths, the invoked HTTP methods and the expected response codes. These refined contracts are asserted into WADL interface. The function pre_OK(r) is mapped to a pre_GET function and its response code is compared to 200. The pre_GET(r) function gives the stored results of invoking a GET method on resource r before invoking the method. In similar manner, a pre_NOT_FOUND is mapped to a pre_GET function and its response code is compared to 404.

To support the behavioral information in interface descriptions, we extended the XML schema of WADL with two elements precondition and postcondition, with an attribute id for each of these elements. These tags, i.e., <precondition> and <postcondition> are asserted above and under the method tag, respectively. Similarly, we have added an element clock that is of type xs:time to represent time.

An excerpt of a behavioral RESTful interface is shown below for method PUT on cancel resource.

```xml
<resources base = "http://www.example.com/bookings">

    ...

    <resource path = "{booking_id}">
```
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5.3 HTTP Requests and Responses

HTTP requests are invoked on different resource of REST web services. When a user invokes an HTTP method on a service, it is returned an HTTP response containing status code and other information (if any). When an allowed HTTP request is made on a resource, its HTTP response is sent with entity headers, status code and the representation of the resource in that state (if content exists). The representation of a resource consists of attributes of the resource and hyperlinks that can be navigated further.

In Figure 5.1, we have modeled the different HTTP methods that can be invoked on our example service. Table 5.1 shows the possible HTTP requests and their expected responses on the hotel room booking REST web service. The request parameters with HTTP requests map to the parameters of HTTP methods in Figure 5.1. HTTP responses contain the expected HTTP response code and the representation of the invoked resource including the attributes that are defined in its resource model.

The link array has the relative paths of the transitions that can be taken from the target state to which the invoked HTTP request is a trigger. These links are created by following the outgoing transitions from the target state of the transition in question. We represent link element in JSON by two attributes href and rel as defined in [14]. href has the URI and rel gives name of the resource to which the hyperlink points. It is considered a good practice to provide HTML documentation at the URI containing information about purpose of the link and its valid HTTP methods along with the expected media types [14].

As an example, let’s take a POST request on bookings resource in Table 5.1. The POST request is invoked on bookings resource with request parameter guestName. Its HTTP response contains response code 201 (created), JSON representation of the created resource and the links information for payment and cancel resources. This array of links contains links to resources that can be navigated further to get the desired functionality from the stateful web service. The array does not contain
5.3.1 HTTP Authentication

The information of actors available in the behavioral model facilitates the developer to implement the access rights on resources and helps service users to understand and write correct authorization headers. Different authentication mechanisms can be implemented to control access to resources [5]. In case Basic authentication mechanism is implemented, client sends the user name and password to the server in authorization header. The authentication information is in base-64 encoding. It should only be used with HTTPS, as the password can be easily captured and reused over HTTP.

The authorization header is constructed by first combining username and password into a string "username:password" and then encoded in base64. A typical authorization header in Basic authentication is shown below:

```
GET /bookings/1/cancel/ HTTP/1.1
Host:http://www.example.com/bookings/
Authorization: Basic aHR0cDovL2RhdXNlcy5jb20v
```

In case an anonymous requests for a protected resource, HTTP can enforce basic authentication by rejecting the request with a 401 (Access Denied) status code.

```
HTTP/1.1 401 Access Denied
WWW-Authenticate: Basic realm="Hotel Room Booking Server"
Content-Length: 0
```

5.4 Conclusion

In our design approach, we have presented resource and behavioral models that we claim can create behavioral interface of a REST web service. A REST interface should exhibit these four attributes: addressability, connectivity, statelessness and uniform interface. Our service design models lead to web services that exhibit these attributes and make our interfaces REST compliant.

We constrain our resource model to be a connected graph such that no resource is isolated. Each resource can be addressed independently using the navigation directions of associations and their role names. The role names give the relative navigation path between the resources. Thus, each resource has a URI address providing addressability feature to our resource model. Our resource model does not contain any method information. The methods that can be invoked on a resource are inferred from the behavioral model. We restrict the behavioral model so that transitions can only be triggered using the standard HTTP methods, providing the uniform interface feature.
Table 5.1: HTTP Request and Response pairs for Hotel Booking

<table>
<thead>
<tr>
<th>Request</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>POST /bookings/ HTTP/1.1</td>
<td>Http/1.1 201 Created</td>
</tr>
<tr>
<td>Host: <a href="http://www.example.org">www.example.org</a></td>
<td>Location: <a href="http://www.example.org/">http://www.example.org/</a> bookings/021</td>
</tr>
<tr>
<td>Content-Type: application/json</td>
<td>Content-Type: application/json</td>
</tr>
<tr>
<td>{'guestName': 'Mary'}</td>
<td>{'bid': '021', 'bdate': '20-11-2009',</td>
</tr>
<tr>
<td></td>
<td>'guestName': 'Mary',</td>
</tr>
<tr>
<td></td>
<td>'link': [{'rel': 'payment',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/payment/'},</td>
</tr>
<tr>
<td></td>
<td>{'rel': 'cancel',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/cancel/'}]</td>
</tr>
<tr>
<td>PUT /bookings/021/</td>
<td>Http/1.1 200 OK</td>
</tr>
<tr>
<td>payment/ HTTP/1.1</td>
<td>Location: <a href="http://www.example.org/">http://www.example.org/</a> bookings/021</td>
</tr>
<tr>
<td>Host: <a href="http://www.ex">www.ex</a>...</td>
<td>Content-Type: application/json</td>
</tr>
<tr>
<td>Content-Type: application/json</td>
<td>{'id': '10', 'bookingid': '021'</td>
</tr>
<tr>
<td>{'ccName': 'Richard',</td>
<td>, 'amount': '350', 'pDate': '11-10-2010',</td>
</tr>
<tr>
<td>'amount': '142'}</td>
<td>'ccName': 'Richard',</td>
</tr>
<tr>
<td></td>
<td>'link': [{'rel': 'confirmation',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/payment/confirmatıon/'},</td>
</tr>
<tr>
<td></td>
<td>{'rel': 'cancel',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/cancel/'}]</td>
</tr>
<tr>
<td>PUT /bookings/021/payment/ confirmation/</td>
<td>Http/1.1 200 OK</td>
</tr>
<tr>
<td>HTTP/1.1</td>
<td>Location: <a href="http://www.ex.../">http://www.ex.../</a> bookings/021/payment/confirmation</td>
</tr>
<tr>
<td>Host: <a href="http://www.example.org">www.example.org</a></td>
<td>Content-Type: application/json</td>
</tr>
<tr>
<td>Content-Type: application/json</td>
<td>{'confirm': 'True',</td>
</tr>
<tr>
<td>{'confirm': 'True'}</td>
<td>'link': [{'rel': 'cancel',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/payment/cancel/'}]</td>
</tr>
<tr>
<td>PUT /bookings/021/cancel/ HTTP/1.1</td>
<td>Http/1.1 200 OK</td>
</tr>
<tr>
<td>Host: <a href="http://www.example.org">www.example.org</a></td>
<td>Location: <a href="http://www.ex.../">http://www.ex.../</a> bookings/021/cancel/</td>
</tr>
<tr>
<td>Content-Type: application/json</td>
<td>Content-Type: application/json</td>
</tr>
<tr>
<td>{'note': 'not traveling'}</td>
<td>{'cdate': '11-11-2010', 'note': 'not traveling' }</td>
</tr>
<tr>
<td></td>
<td>'link': [{'rel': 'booking',</td>
</tr>
<tr>
<td></td>
<td>'href': '/bookings/021/'}</td>
</tr>
<tr>
<td>DELETE /bookings/021/ HTTP/1.1</td>
<td>Http/1.1 204 No Content</td>
</tr>
<tr>
<td>Host: <a href="http://www.example.org">www.example.org</a></td>
<td></td>
</tr>
</tbody>
</table>
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In addition, we have created stateful service using stateless service interface thanks to the fact that the service states are defined using state invariants defined in terms of exposed resources. This information is captured in the behavioral model of the REST interface, providing the statelessness feature in our behavioral model.

The behavioral model also specifies the transitions that can be taken from a given service state. This is inferred from the trigger methods on the outgoing transitions of a service state and specified as links in the representation of resource in response to the HTTP request. This leads consumers through trail of resources resulting in service state transitions providing connectivity feature to our REST interfaces.

We also provide clear mapping to HTTP requests and responses for the REST behavioral interface. Transitions are labeled with request parameters, that are part of HTTP request, and also with the service actor who is allowed to invoke the method. This information can then be used to authorize users by authenticating the requests on the privileged resources and generate appropriate HTTP responses.

The models can be also used to generate a contract in the form of preconditions and postconditions of interface methods. These contracts can be included in a WADL interface specification.

The behavioral RESTful interfaces have many applications. They can serve as a documentation for existing services or as a blueprint to develop new ones. The models can be used to generate implementation stubs in commonly used web frameworks like Django and Ruby on Rails. They can also be used to monitor the interaction between a service and its clients and report if any of the parties breaches the interface contract. The generation of test cases from interface contracts is also a promising application of behavioral interfaces that we address in the later part of this thesis.
Chapter 6

Consistency Analysis of REST Web Service Interface

The design phase of a software development lifecycle is crucial in the development of a dependable software, since the design models developed in this phase are carried forward to all the other phases. It is therefore important that these design models are constructed correctly. The design models are created from different viewpoints to capture different features of the system under development, since all the features are difficult to capture in a single model and can make a single model complex. Capturing the system under development in different models from different viewpoints gives a better and simpler understanding of the system, but raises the issue of models inconsistency. Models can become inconsistent, if they define the same system but have contradicting specifications in different models or have specifications that cannot be satisfied resulting in implementation that can have unwanted results. The design models thus need to be analyzed for their inconsistency. The need for consistency analysis of models can rise even if the models themselves have no errors. Designers may specify certain requirements in different models that contradict each other and thus, cannot exist together leading to inconsistent diagrams. These mistakes can lead to implementations that do not provide correct functionality as expected from them.

As the software shifts from software as a product to software as a service, the need for consistency analysis of design models rises even further since web services are offered from remote locations that consumers use via Internet using standard Internet protocols. They can be expensive in terms of bandwidth and other costs. It is, therefore, important to deliver services that are dependable and do not contain unintended design mistakes to avoid undesired results.

Designing and publishing a REST web service interface with stateful behavior may involve many resources and different service states that are dependent on these resources. The service state represents a certain condition that is true when the state is active. The condition can be defined explicitly in the form of state
invariant. The state invariants for stateful REST web services are defined as predicates over resources. If these state invariants are inconsistent, they can lead to implementations with unwanted results. The inconsistent state invariants are design errors and, in order to reduce development costs and time, they must be detected and corrected as early in the software development process as possible.

In this chapter, we discuss a consistency checking approach for the service design models to detect such inconsistencies based on the use of the automatic reasoning tools developed initially in the context of the semantic web. We first translate the resource and behavioral diagrams with state invariants to the Web Ontology Language version 2 for Description Logic (OWL 2 DL) [93], and then use an OWL 2 DL reasoning tool [118, 108, 124] to determine the consistency of the design models represented as UML diagrams. Our consistency checking approach analyzes the REST design models to detect inconsistent behavior and as such advises the developer to correct the detected design mistakes and create consistent behavioral REST web service interfaces. A behavioral interface is said to be consistent if it does not contain any contradicting specifications and there exists a service that can satisfy it.

The motivation for consistency analysis is motivated in Section 6.1. The problem of determining the consistency of service design models is defined in Section 6.2 along with an overview of reasoning tool chain. An overview of description logic and OWL2 functional syntax is given in Section 6.3. Section 6.4 presents the translation from resource and behavioral models to OWL2 DL which is then analyzed in Section 6.5 using OWL 2 reasoning tool. The related work is presented in Section 6.6 and Section 6.7 concludes the chapter.

6.1 REST Design Models and their inconsistencies

The resource and behavioral models of REST web service interface are represented using UML class and protocol state machine diagrams with design constraints. In this chapter, we use the same example of hotel room booking service that we have used earlier, with small refinements. Its resource model and behavioral models are shown in Figure 6.1 and Figure 6.2, respectively. The service takes payment from the customer and books a room in the hotel. It reserves a room for the customer and uses a third party payment service for confirmation. The service can be canceled when it is not processing payment and can be deleted only if it is canceled. The example is simple to understand and helps in demonstrating complex service states.

However, we do not cater information about timing constraints, authorized actors and domain specific requirements in our consistency approach. We mainly focus on analyzing the consistency of service design models with REST constraints.
6.1.1 Linking Resource and Behavioral Models and Inconsistency Problems

Each service state has a state invariant. We define invariants of states as predicates over resources defined in the resource model and that can have either true or a false value. For a state to be active, its state invariant should be true, otherwise it should be false. When the client makes a service request, it is mapped to a transition in the behavioral model that has that method as a trigger. The transition is fired from a source state to a target state. If the state invariant of source state is inconsistent, a service can never exist in this state and it would be impossible for the implementation of the interface to decide which transition to take as a result of a service request.

We consider the state invariants which let the behavioral model behave against the UML superstructure specifications for statechart diagrams [125] as inconsistent state invariants, and they may cause whole system become unsatisfiable or inconsistent. The examples of inconsistent state invariants are as follows:

**Inconsistent State Invariant Example 1:** According to the UML superstructure specification, invariants of non-orthogonal states must be mutually exclusive ([125], p.564). For example in Figure 6.2, the state invariant of state *processing* is \( self \, payment \; > \; size() = 1 \) and \( payment \; processing \; > \; size() = 1 \). If we change its invariant to have \( self \, payment \; > \; size() = 1 \) and \( payment \; processing \; > \; size() = 0 \), then it could conflict with the state invariant of *not paid*, i.e., both
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the states can be true at the same time. This would make states *processing payment*, *not paid* and *active Booking* inconsistent. In this case, if PUT is invoked on *payment* resource, the implementation would not know which transition to take.

**Inconsistent State Invariant Example 2:** According to the UML superstructure specification, whenever a state is active, all its superstates are active ([125], p.565), means all invariants of an active state and its superstates directly or transitively are true. For example in Figure 6.2, if the state *processing payment* is active then its superstate *active Booking* should be also active. If we introduce an error by adding the condition `self.cancel->size()=1` in the invariant of the state *processing payment*, this means that a canceled booking can also be processed for payment. The introduced error causes the contradiction between the invariants of the state *processing payment* and its superstate *active Booking*, and violates the UML superstructure specification of the behavioral diagram, and consequently makes the invariant of the states *processing payment*, *active Booking* and *canceled* inconsistent. Such inconsistency problems can lead to service implementations with undesirable behavior.

### 6.2 Consistency Analysis

In this section we define the problem of determining the consistency of our REST web service design models. Our view of model consistency is inspired by the work of Broy et al. [36]. This work considers the semantics of a UML diagram as their denotation in terms of a so-called system model and defines a set of diagrams as consistent when the intersection of their semantic interpretation is nonempty.

In our work, we assume that there is a nonempty set $\Delta^\mathcal{R}$ called the domain containing all the possible resources and resource configurations in our domain. We propose that a design model depicting a number of resource and behavioral diagrams is interpreted as a number of subsets of $\Delta^\mathcal{R}$ representing each *resource definition* and each state in the model and as a number of conditions that need to be satisfied by these sets.

A *resource definition* is represented by a set $\mathcal{R}$, such that $\mathcal{R} \subseteq \Delta^\mathcal{R}$. A resource $r$ belongs to a *resource definition* $\mathcal{R}$ iff $r \in \mathcal{R}$. We also represent each state $S$ in a statechart as a subset of our domain $S \subseteq \Delta^\mathcal{R}$. In this interpretation, the state set $S$ represents all the resources in the domain that have such state active, that is, resource $r$ is in state $S$ iff $r \in S$.

Since resource and behavioral models are represented with class and state machine diagrams respectively, other elements that can appear in a UML model such as generalization of classes, association of classes, state hierarchy and state invariants are interpreted as additional conditions over the sets representing resources and states. For example specialization is interpreted as a condition stating that the set representing a subresource is a subset of the set representing its superresource. These conditions are described in detail in the next section.
In this interpretation, the problem of design model consistency is then reduced to the problem of satisfiability of the conjunction of all the conditions derived from the model. If such conditions cannot be satisfied, then a design model will describe one or more resource definitions that cannot be instantiated into resources or resources that cannot ever enter a state in the behavioral model. This can be considered a design error, except in the rare occasion that a designer is purposely describing a system that cannot be realized.

6.2.1 Reasoning Tool Chain

In order to determine the satisfiability of the concepts represented in our design model, we propose to represent the resource and behavioral models using a Description Logic, and analyze the satisfiability of the concepts using an automated reasoning tool. We have chosen OWL 2 DL to represent our UML models since we consider it is well supported and adopted, and there exist several OWL 2 reasoners for checking concept satisfiability.

A number of resource models, behavioral models and state invariants are taken as an input. All the inputs are translated to the OWL 2 DL, a web ontology language [93]. The OWL 2 translation of design models are passed to a reasoner. The reasoner provides report of unsatisfiable and satisfiable concepts. Unsatisfiable concepts will reveal resource definitions that cannot be instantiated or behavioral states that cannot be entered.

We have also implemented tool that generates a) skeleton of REST web services from design models, b) OWL 2 DL from design models. The generation of REST web service skeleton is implemented using python in Django web framework [66] which is explained in Chapter 9. The tool that generates OWL 2 DL from design models is discussed later in Section 6.5.

6.3 Description Logic and OWL 2

The Description Logic used in our approach is classified as SROIQ [69]. Description Logic is made up of concepts, denoted here by $C, D$, and roles, denoted here by $R, Q$. A concept or role can be named, also called atomic, or it can be composed from other concepts and roles.

An interpretation $I$ consists of a non-empty set $\Delta^I$ and an interpretation function which assigns a set $C^I \subseteq \Delta^I$ to every named concept $C$ and a binary relation $R^I \subseteq \Delta^I \times \Delta^I$ to every named role $R$.

The constructors of Description Logic are as follows:
Everything ⊤ = Δ
Nothing ⊥ = ∅
Complement (¬C) = Δ \ C
Inverse (R⁻) = \{(y, x) | (x, y) ∈ R\}
Intersection (C ∩ D) = C ∩ D
Union (C ∪ D) = C ∪ D
Restriction Universal (∀R.C) = \{x | ∀y.(x, y) ∈ R → y ∈ C\}
Existential (∃R.C) = \{x | ∃y.(x, y) ∈ R ∧ y ∈ C\}
Cardinality (≥ nR) = \{x | #\{y | (x, y) ∈ R\} ≥ n\}
                   (≤ nR) = \{x | #\{y | (x, y) ∈ R\} ≤ n\}

where #X is the cardinality of X. Axioms in DL can be either inclusions C ⊑ D, R ⊑ Q or equalities C ≡ D, R ≡ Q.

An interpretation satisfies an inclusion C ⊑ D if C ⊆ D and an inclusion R ⊑ Q if R ⊆ Q. An interpretation satisfies an equality C ≡ D if C = D and an equality R ≡ Q if R = Q. I satisfies a set of axioms if it satisfies each axiom individually. I is then said to be a model of the set of axioms. Given a set of axioms \( H \), a named concept C is said to be satisfiable if there exists at least one model \( I \) of \( H \) in which C ⊑ ∅. A set of axioms is said to be satisfiable if all of the named concepts that appear in the set are satisfiable. If a set of axioms \( H \) is satisfiable, we say that an axiom \( \phi \) is satisfiable (w.r.t. \( H \)) if \( H \cup \{\phi\} \) is satisfiable. Similarly, we say that \( \phi \) is unsatisfiable (w.r.t. \( H \)) if \( H \cup \{\phi\} \) is unsatisfiable.

The decidability of SROIQ is demonstrated by Horrocks et al. [69] and there exist several reasoners that can process answer satisfiability problems automatically [118, 108, 124].

6.3.1 OWL 2 Functional Syntax

For practical reasons, we use the OWL 2 functional syntax (OWL2fs) [93] as the language used as an input for the reasoners and in the text of this article. The interpretation of the main OWL 2 expressions used in this article is presented in the following table. A complete description of the semantics OWL 2, including support for data types can be found in [29].
In the next section, we discuss and translate the structure of a resource and behavioral model with state invariants over the sets representing resource definitions and states into OWL 2 DL.

6.4 From Resource and Behavioral Diagrams to OWL 2 DL

In order to check the satisfiability of resource definitions in a resource model and state invariants in behavioral model, we need to first translate all resource definitions and their associations into OWL 2 ontology, and then validate the OWL 2 ontology using an OWL 2 reasoner. In this section we present the translation of concepts of resource model and behavioral model to OWL 2.

6.4.1 Resource Model in OWL 2

Each resource in a resource model is shown as a class in an ontology and an association as an object property. A class in OWL 2 is a set of individuals and ObjectProperty connect pair of individuals[93]. According to the definition of a resource model given in Definition 1, we need to map these concepts in OWL 2 DL: resource definitions and their specializations, attributes, associations and association multiplicities.

Resource Specification and Hierarchy

A resource definition in a resource model represents a collection of resources which share same features, constraints and definition. For each resource definition in resource model, we define an OWL 2 axiom: Declaration(Class(R_def))

Resource model can have resource hierarchy in which subresources of a resource inherit the properties and attributes of its parent resource. We explicitly define the hierarchy of resources in OWL 2 between resources. The specialization of resources represented as classes is reduced to the set inclusion. We represent the fact that a resource definition R1 is a specialization of resource definition R2 with the condition R1 ⊆ R2. In this case we say that R2 is a super resource of R1, analogous to superclass in UML class diagram. If two resource definitions
R1 and R2 have a common super resource, or R2 is the super resource of R1 we say that they are in a specialization relation. The specialization relation $R_1 \subseteq R_2$ is translated in OWL 2 as:

$$\text{SubClassOf( R1 R2 )}$$

Each resource definition at the same hierarchical level in resource model represents a different piece of information. We assume that a resource cannot belong to two resource definitions, except when these two resource definitions are in a specialization relation. In our semantic interpretation of a resource diagram, it is equally important to denote the facts that two resource definitions are not in a specialization relation. We represent the fact that two resources R1 and R2 are not in a specialization relation with the condition $R1 \cap R2 = \emptyset$. With this condition, a resource cannot belong to these two resource definitions simultaneously. Due to the open-world assumption used in Description Logic, we need to explicitly state this fact in OWL 2, i.e., for resource definitions R1...Rn at same hierarchical level we define disjointness in OWL 2 as:

$$\text{DisjointClasses( R1..Rn )}$$

**Attributes**

In our resource model, a collection resource does not have any attribute and a normal resource should have at least one attribute. So we define attribute $att$ of a normal resource $r$ of type $D$ as DataProperty($att$) with domain as $r$ and range as $D$. We do not need to give any attribute definition for collection resources because OWL 2 has open world assumption and that which is not mentioned is not considered. So by simply not mentioning collection resources with any attributes is sufficient. However, for every normal resource, each of its attributes is defined in OWL 2. Attributes usually have a multiplicity restriction to one value. Hence, the attribute definition $att$ in OWL 2 is given as:

$$\text{Declaration(DataProperty( att ))}$$
$$\text{SubClassOf(C DataExactCardinality(1 att ))}$$
$$\text{DataPropertyDomain( att r )}$$
$$\text{DataPropertyRange( att D )}$$

**Association**

An association $a$ is a relation between two resource definitions, $r_1$ and $r_2$ and name of association is its label $l$, i.e., $l(a)$. For each association $a$ in the resource model, we define ObjectProperty axiom with label $l$ and $r_1$ as its domain and $r_2$ as its range, i.e., for $a(r_1, r_2)$ with $l(a)$, we give OWL 2 definition as:

- $l$ maps to OWL 2 axiom Declaration(ObjectProperty($l$))
- $r_1$ maps to OWL 2 axiom ObjectPropertyDomain($l$ $r_1$)
• $r_2$ maps to OWL 2 axiom ObjectPropertyRange(1 $r_2$)

We define $\text{min}(a)$ and $\text{max}(a)$ as minimum and maximum cardinality of association $a$. It defines the number of allowed resources that can be part of the association. We represent a directed binary association $A$ from resource definition $R_1$ to $R_2$ as a relation $A : R_1 \times R_2$. The multiplicity of the association defines additional conditions over this relation $\# \{ y \mid (x, y) \in A \} \geq \text{min}$, $\# \{ y \mid (x, y) \in A \} \leq \text{max}$. If an association $a$ has minimum cardinality $\text{min}$ and maximum cardinality $\text{max}$ for resource $r$, we define it in OWL 2 as:

\[
\text{SubClassOf}( r \ ObjectMinCardinality( \text{min} \ a ) )
\]
\[
\text{SubClassOf}( r \ ObjectMaxCardinality( \text{max} \ a ) )
\]

6.4.2 Behavioral Model in OWL 2

A behavioral model provides the behavioral interface of a web service and defines the sequence of method invocations, the conditions under which they can be invoked and their expected results. To check the satisfiability of state invariants in a behavioral model, we need to translate the states and their invariants into OWL 2. The translation of the state and the state invariant includes the reference of resources and their attributes so we translate a behavioral model in the same ontology that contains the OWL 2 translation of a resource model.

We need to cover following concepts of our behavioral model in OWL 2: state, state hierarchy, state disjointness and state invariant.

State and State Hierarchy

A state in the behavioral model is a concept that defines the state of the service. The behavioral model results in emergence of many new concepts in our ontology. Each state represents a piece of information and can be exposed as an ontology class.

\[
\text{Declaration(Class(S))}
\]

State hierarchy is also represented using set inclusion. Whenever a substate is active, its containing state is also active. This implies that if a resource belongs to a set representing the substate, it will also belong to the set representing the super state, $\text{sub} \subseteq S$. We define each substate relationship explicitly in OWL 2. For each state $\text{sub}$ that is a substate of composite state $s$, we define OWL 2 axiom as:

\[
\text{SubClassOf}( \text{sub} \ s )
\]

The states at same hierarchical level represent different resource configurations such that only one state can be active at same time. The composite states with non-orthogonal regions also follow the same principle, i.e., only one state can be active at same hierarchical level. This means that a resource cannot be at the same
time in the two sets representing two exclusive states, i.e., if $S_1$ and $S_2$ represent substates of an active and not orthogonal composite state then $S_1 \cap S_2 = \emptyset$. When representing a state machine in OWL 2, the non-orthogonal exclusive states are declared as disjoint, so that they may not able to share any resource.

$\text{DisjointClasses}(S_1..S_n)$

In a composite state with orthogonal regions, two or more states can be active at the same time if they belong to two or more different regions of composite state, i.e, if $R_1$ and $R_2$ are the regions of an active and orthogonal composite state $S$ then $R_1 \cup R_2 = S$. We should note that if $\text{region}(s_1) \neq \text{region}(s_2)$ then they are not exclusive and $S_1 \cap S_2 \neq \emptyset$. Due to the open-word assumption of DL we do not need to define this non-exclusiveness since classes may represent same set of instances unless they are explicitly declared as disjoint.

6.4.3 State invariant into OWL 2 DL

The invariant condition characterizes the state, i.e., if the invariant condition holds, then the state is active and if the invariant condition does not hold, then the state is not active.

In our approach we represent an invariant as a set of resources that makes that invariant evaluate to true. Since the invariant holds iff the associated state is active, the set representing a state will be the same as the set representing an invariant. This is represented in OWL 2 as an equivalent class relation between the state and its invariant:

$\text{EquivalentClasses}(S \text{ Invariant})$

Due to the equivalent relationship between state and its invariant, all resources that fulfill the condition of its state invariant will also be in that specific state.

State Constraints

Our behavioral model is represented by a UML protocol state machine with additional constraints. The UML allows us to define additional constraints to a state, and names these constraints as state invariants. However, the semantics of a state constraint is more relaxed since it “specifies conditions that are always true when this state is the current state” ([125], p.562). In this sense, the state constraints define necessary conditions for a state to be active, but not sufficient. This means that, the actual state invariant may remain implicit. However, we consider a state invariant as a predicate characterizing a state. That is, a state will be active if and only if its state invariant holds.

The UML Superstructure specification requires that whenever a state is active its state invariant evaluates to true ([125],p.562). A consequence of this is that state invariants should be satisfiable. That is, every state invariant in a state machine must
hold in at least one resource configuration. Otherwise there cannot be resources that have such state active. Since invariants should be satisfiable, the set of resources $S$ representing a state should not be empty $S \neq \emptyset$.

### 6.4.4 State Constraints in $\mu$ OCL

A state invariant is a runtime constraint on the state ([125],p.514). It is used to express a number of constraints, such as the restriction on the values of resource attributes or the restriction on the existence of resources by using the multiplicity constraint of the associations. These constraints are combined by using boolean operators.

We have used a subset of OCL to define state invariants in behavioral models of REST web services that are represented by UML state machine diagrams. Unfortunately, in general OCL is not decidable. However, we can avoid undecidability by restricting our approach to a reduced fragment of the full OCL [106]. The use of a limited fragment of OCL to avoid undecidability has been proposed in the past also by other authors [106, 107].

In this work, we consider OCL constructs using mainly multiplicity, attributes value and boolean operators. The grammar of OCL, supported in our approach is shown in Figure 6.3.

### Attribute Constraints

The OCL attribute value constraint $self.Att = Value$ is mapped to OWL 2 axiom `DataHasValue` as follows:

```owl
DataHasValue(Att "Value"^^datatype )
```
where \( \text{Att} \) is the name of the attribute, \( \text{Value} \) is the value of the attribute, and \( \text{datatype} \) is the datatype of the attribute \( \text{Value} \).

### Multiplicity Constraints

The translation of \( \text{size()} \) operation in OWL 2 is based on the infix operator used with the \( \text{size()} \) operation, such as:

- "\( \text{size()} \geq \) or "\( \text{size()} > \)" is mapped to OWL 2 axiom: \( \text{ObjectMinCardinality} \)
- "\( \text{size()} \leq \) or "\( \text{size()} < \)" is mapped to OWL 2 axiom: \( \text{ObjectMaxCardinality} \)
- "\( \text{size()} = \)" is mapped to OWL 2 axiom: \( \text{ObjectExactCardinality} \)

For example, the OCL constraint \( \text{self.A} - > \text{size()} = \text{Value} \), in which \( \text{A} \) is the name of an association and \( \text{Value} \) is a positive integer, is written in OWL 2 as:

\[
\text{ObjectExactCardinality} (\text{Value A})
\]

### Boolean Operators

The constraints in a state invariant are written in form of a boolean expression, and joined by using the boolean operators, such as "\( \text{and} \)" and "\( \text{or} \)" ([96], p.144).

- The binary "\( \text{and} \)" operator evaluates to true when both boolean expressions \( \text{Ex}_1 \) and \( \text{Ex}_2 \) are true. In our translation this is represented by the intersection of the sets that represent both expressions \( \text{Ex}_1 \cap \text{Ex}_2 \). This is represented OWL 2 as \( \text{ObjectIntersectionOf(Ex1 Ex2)} \).

- The binary "\( \text{or} \)" operator evaluates to true when at least one of the boolean expression \( \text{Ex}_1 \) or \( \text{Ex}_2 \) is true. In our translation this is represented by the union of the sets that represent both expressions \( \text{Ex}_1 \cup \text{Ex}_2 \). This is represented OWL 2 as \( \text{ObjectUnionOf(Ex1 Ex2)} \).

### 6.5 Consistency Analysis using an OWL 2 Reasoning Tool

We have defined earlier the satisfiability of our design models in Sect. 6.2. The consistency analysis of resource and behavioral models is reduced to the satisfiability of the conjunction of all the conditions derived from the model. In order to determine the satisfiability of the conditions represented in design models, we first translate the resource and behavioral models into an OWL 2 ontology, then use an OWL 2 reasoner to analyze the satisfiability of translated concepts.

To translate the resource and behavioral models into OWL 2 ontology, we have implemented the translations of resource and behavioral diagrams in OWL 2, discussed in Sect. 6.4, in form of a translation tool. We have used Python programming language for the implementation of the prototype of the translation tool. The implemented translation tool allows us to automatically transform a resource and behavioral model into OWL 2 DL. The translator takes these models and \( \mu \text{OCL} \) state invariant as an input in the form of XMI. The XMI is generated by using
// Resource Model into OWL 2 DL
Declaration(Class(collectionbookings))
Declaration(Class(Booking))
Declaration(Class(Room))
...
DisjointClasses( collectionbookings Room Cancel ...)
Declaration(ObjectProperty(cancel))
ObjectPropertyDomain( cancel Booking)
ObjectPropertyRange( cancel Cancel )
...
SubClassOf( Booking
ObjectMaxCardinality( 1 cancel ))
....
Declaration(DataProperty( guestName))
SubClassOf(Booking
DataExactCardinality(1 guestName))
...
DataTypePropertyDomain(guestName Booking )
..
DataTypePropertyRange(guestName xsd:string )
..

//Behavioral Model into OWL 2 DL
Declaration(Class(activeBooking))
Declaration(Class(canceled))
SubClassOf( activeBooking HotelRoomBooking )
SubClassOf( canceled HotelRoomBooking)
...
DisjointClasses( activeBooking canceled)
Declaration(Class(notConfirmed))
SubClassOf(notConfirmed activeBooking)
Declaration(Class(notpaid))
Declaration(Class(processingpayment))
SubClassOf( notpaid notConfirmed)
SubClassOf( processingpayment notConfirmed )
DisjointClasses(notpaid processingpayment)
...
//Invariant of state confirmed Start
EquivalentClasses (confirmed
ObjectIntersectionOf(
ObjectExactCardinality(1 payment)
ObjectExactCardinality(1 confirmation)
ObjectExactCardinality(0 processing))
//Invariant of state confirm End

Figure 6.4: The excerpt of the output ontology generated by the translation tool.
a modeling tool, Magicdraw. The XMI generated by the modeling tool contains the source code of both resource and behavioral model in form of XML. While modeling in a modeling tool we have used $\mu$OCL to express the state invariants in a behavioral model. The state invariant written in $\mu$OCL is also part of a XMI generated by the modeling tool. Moreover, the output of the implemented translation tool is an ontology file, which contains the transformed resource model, behavioral model and state invariants in form of OWL 2 functional syntax. This output file is ready to be processed by an OWL 2 reasoner.

As an example, we have translated the resource model, behavioral model and OCL state invariants shown in Figure 6.1 and Figure 6.2, into OWL 2 DL ontology using the implemented translation tool. An excerpt of the output ontology generated by the translation tool is shown in Figure 6.4.

### 6.5.1 Reasoning

After translating the resource model, behavioral model and state invariants into OWL 2 ontology by using the implemented translation tool, we validate the output ontology by using an OWL 2 reasoner. The OWL 2 reasoner analyzes different facts presented as axioms in the ontology and infers logical consequences from them. When we give the generated ontology to the reasoner, it generates satisfiability report indicating which concepts are satisfiable and which not. If the ontology has one or more unsatisfiable concepts, this means that the instance of any unsatisfiable concept will make the whole ontology inconsistent, consequently, an instance of the resource describing an unsatisfiable concept in a resource model will not exist, or resources will not enter in a state describing an unsatisfiable condition.

In order to analyze the satisfiability of the invalid invariants, the ontology of an example model with invalid invariants, listed in Section 6.1.1, is validated by using an OWL 2 reasoner name Pellet [118]. The satisfiability report of the ontology of service design models with invalid state invariants is shown in Figure 6.5. As explained in Section 6.1.1, the introduced errors in the state invariants of state `processingpayment` resulted in 4 unsatisfiable concepts. This is because invariants of non-orthogonal states should be mutually exclusive. By changing the invariant clause `payment-processing > size() = 1` of `processingpayment` to `payment-processing > size() = 0`, the non-orthogonal states `processingpayment` and `notpaid` became inconsistent, making the super state `activeBooking` also inconsistent. Similarly, whenever a state is active, all its superstates should be active. When invariant clause `self.cancel->size()=1` is introduced in the invariant of the state `processingpayment`, it contradicted with invariant of its super-state `activeBooking` resulting in conflict with the invariant of state `canceled`. Thus, making state `canceled` inconsistent as well.

As explained in Section 6.4.3, a state invariant characterizes the state ([125], p.559-560). Therefore, the presence of unsatisfiable states in the satisfiability report indicates the existence of invalid state invariants in identified states.
Figure 6.5: The satisfiability report of the ontology shown in Figure 6.4 generated by the OWL 2 reasoner Pellet.

6.5.2 Performance Test

In order to determine the performance of the translation tool and reasoning engines, we conduct a number of tests by using UML class and statechart diagrams consisting of 10 to 2000 model elements. The performance tests are conducted for both valid and mutated models. These tests are evaluated on the bases of UML to OWL 2 translation time, and the reasoning time taken by OWL 2 reasoners Pellet [118] and HermiT [108]. The performance test results are shown in Table 6.1, and the total time (Translation time + Reasoning time) to process UML models is shown in Figure 6.6.

Table 6.1: Time taken by the translation tool and reasoning engines to process UML models.

<table>
<thead>
<tr>
<th>Model Elements</th>
<th>10</th>
<th>100</th>
<th>500</th>
<th>1000</th>
<th>1500</th>
<th>2000</th>
</tr>
</thead>
<tbody>
<tr>
<td>Translation Time</td>
<td>0.08s</td>
<td>0.11s</td>
<td>0.19s</td>
<td>0.30s</td>
<td>0.44s</td>
<td>0.53s</td>
</tr>
<tr>
<td>Pellet Valid</td>
<td>2.2s</td>
<td>2.3s</td>
<td>2.6s</td>
<td>3.2s</td>
<td>3.6s</td>
<td>3.8s</td>
</tr>
<tr>
<td>Mutated</td>
<td>2.2s</td>
<td>2.4s</td>
<td>2.7s</td>
<td>3.2s</td>
<td>3.6s</td>
<td>3.9s</td>
</tr>
<tr>
<td>HermiT Valid</td>
<td>0.6s</td>
<td>0.7s</td>
<td>1.2s</td>
<td>1.7s</td>
<td>2.2s</td>
<td>2.6s</td>
</tr>
<tr>
<td>Mutated</td>
<td>0.7s</td>
<td>0.7s</td>
<td>1.3s</td>
<td>1.8s</td>
<td>2.3s</td>
<td>2.6s</td>
</tr>
</tbody>
</table>

The complexity of OWL 2 DL with respect to the reasoning problems of ontology consistency and instance analyzing is NEXPTIME complete [70]. However, the graph (Figure 6.6) of the performance test shows the linear curve, because in our approach we analyze the consistency of class and statechart diagrams without individuals.

6.6 Related Work

Consistency analysis and checking of design models has been studied by number of researchers in the past but in the area of web services it has not been researched very extensively, especially in the area of REST web services, we were unable to
find any consistency checking approaches. However, in the area of consistency checking for web services following works are noteworthy.

Yin et al. [129] use type theory to verify consistency of web services behavior. The paper addresses web services choreography. It analyzes structure of service behavior and uses extended MTT, which is a constructive type theory, to formally describe service behavior. The procedures of deductions are then given that verify the suitability between services along with discussion on type rules for subtype, duality and consistency of web services behavior.

Tsai et al. [123][122] present a specification based robust testing framework for web services. The approach first uses an event driven modeling and specification language to specify web services and then uses a completeness and consistency (C & C) approach to analyze them. Based on these positive and negative test cases are generated for robustness testing. The approach assumes that web services are specified in OWL-S. The approach aims towards testing of web services but C&C analysis is performed on OWL-S specification that was point of interest for us. The approach identifies missing conditions and events, whereas, our approach checks the structure of web services and validates implementation of service requests. Xiaoxia [40] verify the service oriented requirements using model checking. The service-oriented computer independent model is used to structure the requirements and then automated model checking is done to do completeness and consistency checking of requirements. It provides formal definition of completeness checking as a check that all the required service are included in model and does not give any specific consistency checking constraint except the requirement relation applied on an example.

Nentwich et al. [94] present a static consistency checking approach for distributed specifications by describing xlinkit framework. This provides a distribution-transparent language for expressing constraints between web service specifications. The implementation of xlinkit is done on lightweight web service using XML.

Heckel et al. [64] present a model-based consistency management approach
for web service architectures. They advocate use of UML class and activity diagrams for modeling web services. The consistency problems are then identified in UML based development process. For each consistency problem a partial formalization into a suitable semantic domain is done and a consistency check is defined. The consistency problems identified include syntactic correctness and deadlock freedom. Based on these, those activity diagrams are identified that are relevant to consistency checks. These are partially translated to CSP which are then assembled in a single file and handed over directly to model checker. The paper outlines a good consistency management approach for web services architecture that needs concrete development of different steps defined in the paper.

### 6.7 Conclusion

A REST interface can do more than simply creating, retrieving, updating and deleting data from a database. Designing behavioral interface for such web services that provide different states of the service and offer REST interface features is an interesting design challenge since it can involve many resources and resource configurations that define different states of the service. In this chapter, we address how to analyze the consistency of design models that create behavioral REST interfaces. We check the consistency of resource and behavioral diagrams with state invariants using OWL 2 reasoners. The structure of both the diagrams are translated to OWL 2 ontology and ontology reasoners are used to check any unsatisfiable concepts in the ontologies. The unsatisfiable concepts indicate the design errors that can cause undesirable behavior in the implementation of the service. The approach is automated as we provide prototype tools that generate web service skeletons and OWL 2 ontology from the design models. Also, thanks to the existing OWL 2 reasoners the generation of satisfiability report for our OWL 2 ontology is also automated that is analyzed to check the consistency of design models.
Chapter 7

Web Service Composition

A web service composition uses existing web services to provide new functionality built on top of them. It facilitates reusability of already published web services and combines them into a whole to serve different purposes. These different services may be developed by different vendors in different locations. Service orchestration is a common approach for developing a composite web service. In services orchestration, the involved services are unaware of their participation in the composition process and a central process controls and coordinates the execution of these services.

For big web services, different flow composition languages exist like BPEL4WS [19] and WSCL [22]. These languages define the control and data flow which determines when a certain operation should execute. Business Process Execution Language for Web Services (BPEL4WS) [19] is one of the composition specification languages that is widely adopted to implement a web service composition. In addition, many modeling approaches have also been proposed for composition of SOAP based web services [116] [109].

However, REST web services follow a different architectural style and thus require different design philosophy and techniques. A web service composition in RESTful style differs from traditional web service composition techniques since instead of composing web services from the perspective of operations, RESTful composition focuses on resources [132]. A RESTful web service takes resource as a building block and in a typical REST development environment, new resources are exposed to keep the design simple and to allow maximum decoupling. In addition to offering REST interface features, i.e., addressability, connectivity, statelessness and uniform interface, designing a REST composite web service must take the method invocations on partner services in account and vice versa. Web service compositions may also offer time critical behavior that should be taken into account.

In this chapter, we show how the composition of web services is done in RESTful manner. The background of composition technologies is given in section
7.2. An overview of our composition approach is given in section 7.3. The static structure of composite REST web service is presented as resource model in section 7.4. Section 7.5 details the construction of process modeling for REST composite service and section 7.6 shows how its REST interface is constructed. The related work and conclusion are given in sections 7.7 and section 7.8.

7.1 Background

Web service compositions are often assumed to be driven by a business goal [119] and are described separately in a flow specification language. These composite web services are like a black box to the end user and only advertise the operations that can be invoked on them through the interface. The specification of an interface only contain the syntactic information about the operations that can be invoked on them and the flow in which messages can be exchanged between the services is described separately in a flow specification language [119].

Web Service Description Language (WSDL) [44] is often used for the interface specifications of big web services. WSDL provides information on the operations that a service allows and defines the data that is transmitted as messages between service operations. The information on the order of method invocation is defined in a flow specification language like BPEL4WS[19]. However, we cannot use the existing tools and techniques to compose REST web services since REST web service APIs do not use standard WSDL [102]. Also, the uniform interface principle of REST does not fit well with the message oriented constructs of BPEL4WS.

The following listing presents three possible mechanisms for defining RESTful BPEL4WS processes:

1. **WSDL 2.0 for HTTP binding**: Using normal BPEL4WS [19] descriptions (e.g. invoke operation1) and funneling invocation through a synthetic WSDL 2.0 description. In WSDL binding, operations are mapped to URIs and HTTP methods (e.g operation1 maps to resource1 and PUT method).

2. **REST through adapter**: Using RESTful services from a normal BPEL4WS process by generating an artificial WSDL which describes the REST interface and then creating an adapter for communicating with the RESTful service. Some BPEL4WS engines also support interaction through WADL description.

3. **BPEL extension for REST**: Extending BPEL4WS (and a BPEL engine) for directly supporting RESTful activities (e.g. GET, PUT, POST, and DELETE activities in a scope of a certain resource).

Approaches 1 and 2 have advantage of not requiring any modification to BPEL4WS language and current implementations of BPEL4WS engines. On the other hand, WSDL is a description language for operation-oriented web services and it does not fully comply with the semantics of resource-oriented RESTful services. In [102, 100], Pautasso uses the third approach and proposes extensions
to BPEL for REST. This approach has several advantages, such as, supporting a late binding and dynamic resources. In traditional BPEL4WS [19] processes, dynamic binding of services is not supported, as service endpoints are predetermined and any changes requires clients to change or update their WSDLs. Thus, this is a significant advantage of the third approach. Here we summarize the main differences in BPEL4WS and BPEL-REST, as proposed by C. Pautasso in [102, 100].

- In BPEL4WS only one invoke type of activity is declared, whereas in BPEL-REST for each HTTP operation a distinct invoke activity is defined.
- BPEL-REST introduces a resource concept, which allows defining and publishing resources. It defines allowed message handlers, which are available in the scope of the resource.
- The internal behavior of a request handler can be specified using the normal BPEL4WS constructs (i.e., \(<sequence>, <if>, <flow>, <while>, etc.). However, control-flow links across activities that belong to different handlers are not allowed.

We use the information presented in this section about RESTful web service composition to model the composition of REST web services. In the next section, we provide an overview of our modeling approach using UML for designing composite RESTful web services.

### 7.2 Overview

Our approach takes as input the behavioral interface specifications of the partner REST web services and the business requirements. The composite REST web service interface is modeled with a resource model, behavioral model, and a class diagram representing the domain model. The process of composition is elaborated with the sequence and activity diagrams. The sequence diagrams can be created from the specification document or alternatively from the service requirements. The service requirements are derived from the specification document and can also be labeled as comments on the behavioral model as shown in Chapter 4 or they can be modeled as different scenarios using sequence diagrams. We have used scenario modeling to model different requirements in this chapter to provide a step-wise approach to construct process model as proposed in [113]. On the other hand, labeling of requirements on the behavioral model can facilitate requirement coverage during validation phase. Users can use either of these two approaches to capture requirements alternatively or simultaneously, depending on their need.

The resource and behavioral models follow the same design principles detailed in the previous chapters. For composite web service, we extend our behavioral models with effects on transitions for invoking the partner services and also introduce the class diagram as domain model to show the provided and required interfaces between the composite service and its partner services.
We start with the resource model of a composite RESTful web service. The composite behavior of the service is then sketched as a sequence diagram and the process flow is modeled as an activity diagram. The process information is refined to behavioral models that give information on how the REST composite web service interface is defined. This constrains the implementation and usage of composition to provide RESTful behavior. Our modeling approach is shown in Figure 7.1 and provides mapping rules for translation to different implementation and specification languages.

We assume that the partner services are RESTful and their design models are available or they can be constructed before using them in the composition process. This assumption helps us in providing RESTful interface for composite web service. We consider that this is not a strong assumption since partner services need to be understood first in order to know the functionality they offer and make them a part of the composition process. These models are considered part of the specification document of web services and do not require any extra effort from the Composite RESTful Web Service (CRWS) developer. Alternatively, the developer can also design the REST service composition models based on the specification document even if the partner web services are not specified with our approach.

In order to exemplify our approach, we take a Holiday Booking (HB) REST composite web service (CWS) that is built on inspiration from the housetrip.com service. It is a holiday rental online booking site, where you can search and book an apartment in the country of your destination. We have built it as a REST composite web service.

The user of the service searches for a room in a hotel from the list of available hotels at holiday booking service before travel. He books the room (if it is available) and that booking is reserved by holiday booking service with the hotel for 24 hours. The user must pay for the booking within 24 hours. If the user does not pay within this time then the booking is canceled. If the user pays, then the holiday booking service invokes a payment service and waits for the payment confirmation. When the payment is confirmed by the payment service, holiday booking service invokes...
the hotel service to confirm the booking of the room. If the hotel does not respond within one day or it does not confirm at all, the booking is canceled and the user is refunded. If the hotel service confirms, then a booking is made with the hotel. The payment is not released to the hotel until the user checks in. When the user checks in and is satisfied, holiday booking service releases the money to the hotel and booking is marked as paid by the hotel.

7.3 Resource Model

A resource model of a composite RESTful web service follows the design principles highlighted in Chapter 3. To summarize, a resource model is represented by a UML class diagram where each class represents a resource definition. The resource definitions are instantiated as resources, analogous to the relationship between class and its objects in object oriented paradigm. The direction of association between resource definitions gives the navigability direction between them and the role name gives its URI (addressability). The collection resource definitions with no incoming transitions are considered root resource definitions for the resource model since every other resource definition should be reachable via root. The resource model should make a connected graph.

Figure 8.4 shows resource model of our holiday booking composite REST web service. The model has one collection resource definition, i.e., bookings, and 13 normal resource definitions, i.e., booking, Pay, Paid, pRelease, ConfirmHPRelease, WaitingPRelease, hotelCheck, hotelConfirm, WaitinCheckIn, CheckInConfirm, cancel, WaitingRefund and Refund. A GET method can be invoked on each resource. The root resource definition in the model is bookings. This resource can contain many booking resources. A booking resource definition is associated to different resource definitions that specify the addressable information (via URI) for that resource. For example, a GET on /bookings/{booking_id}/paid/ returns either a response code of 404 if the booking is not paid or a response code of 200 if the booking is paid along with the resource representation. Table 7.1 gives a clear description of the information represented by each resource definition.

Resource model provides structural layout of composite REST web service. We use this structural model to present our behavioral models in Section 5 and 6. The next section, presents modeling of the RESTful process.

7.4 Modeling a RESTful process

The UML activity diagram and BPMN [128] are the common notations used for BPEL4WS process modeling. A proposal for UML Profile for BPEL4WS [18] uses old BPEL 1.0 specification and UML 1.4, but provides guidelines on how to map BPEL4WS processes to UML activity diagrams. Also, a UML 2.0 profile for BPEL4WS have been proposed [17]. Ruokonen et al., in [113], presents a
<table>
<thead>
<tr>
<th>Resource</th>
<th>Information</th>
</tr>
</thead>
<tbody>
<tr>
<td>1- collection_bookings</td>
<td>Gives a list of all the bookings</td>
</tr>
<tr>
<td>2- booking</td>
<td>Gives detail of a specific booking</td>
</tr>
<tr>
<td>3- Pay</td>
<td>Tells whether the booking payment is being processed by the payment service or not</td>
</tr>
<tr>
<td>4- Paid</td>
<td>Tells if a booking is paid or not</td>
</tr>
<tr>
<td>5- pRelease</td>
<td>Tells if the payment of the booking is released to the hotel or not</td>
</tr>
<tr>
<td>6- WaitingPRelease</td>
<td>Tells whether a payment release is being processed by the payment service or not</td>
</tr>
<tr>
<td>7- ConfirmHPRelease</td>
<td>Tells if the payment release is confirmed to the hotel</td>
</tr>
<tr>
<td>8- hotelCheck</td>
<td>Tells if the booking is being processed by the hotel for its confirmation</td>
</tr>
<tr>
<td>9- hotelConfirm</td>
<td>Tells if the booking is confirmed by the hotel</td>
</tr>
<tr>
<td>10- WaitingCheckIn</td>
<td>Tells if the booking is waiting for user check in</td>
</tr>
<tr>
<td>11- CheckInConfirm</td>
<td>Tells if the user has checked in or not</td>
</tr>
<tr>
<td>12- cancel</td>
<td>Tells if the booking is canceled</td>
</tr>
<tr>
<td>13- WaitingRefund</td>
<td>Tells if the booking is being processed by the payment service for refund</td>
</tr>
<tr>
<td>14- Refund</td>
<td>Tells if the booking is refunded or not</td>
</tr>
</tbody>
</table>
UML-based approach for creating BPEL4WS flavored activity models, which enable generation of executable BPEL4WS descriptions. By combining existing works, we aim at proposing modeling constructs, given as UML activity diagram, for BPEL-REST processes.

7.4.1 Scenario Models

Our target is to model a RESTful process for Holiday Booking composite REST web service using the static structure of the service defined in the resource model shown in Figure 7.2. We start with a set of sequence diagrams that show a number of interactions with the composite service. A sequence diagram shows the object interactions using time-oriented visualization [103]. We call these scenario models. We require that the modeler sketches simple example scenarios illustrating required behavior of the process. This set of scenario may not (but can) contain all the possible execution scenarios. For the details of this approach presented by Ruokonen et al. readers are referred to [113]. Some exemplary process scenarios for our approach are presented in Figure 7.3. Here, BookingH is a process, which is to be implemented as a RESTful composite service. BookingH uses two external RESTful services: PaymentService and hotelService. In Figure 7.3 (top), a customer invokes the composite service BookingH and pays for it. When the customer pays, BookingH invokes the partner service, PaymentService. The service
returns a payment confirmation by invoking the PUT method on `paid` resource of 
`BookingH`. In the scenario shown in the bottom of Figure 7.3, `BookingH` composite 
service invokes the partner hotel service, `hotelService`, for booking confirmation. 
In case, the hotel service confirms the room booking, `BookingH` service waits for 
user check in. When the user checks in, `BookingH` invokes the payment service to 
release the payment to the hotel that was withheld. When the payment service 
confirms the release of the payment, `BookingH` marks that payment for the booking 
has been released. It, then, also invokes a POST on confirm resource of the hotel 
service to mark it as paid.

### 7.4.2 Process Model

From the scenario models, we want to create a process description, which im-
plements these scenarios. We aim at a process model, which is compatible with 
BPEL-REST process language. For process modeling, we chose UML activity 
diagram that are used to model the flows in a process [125]. To construct the pro-
cess model, we model `BookingH` service’s view on the conversation. This means 
messages sent and received by the `BookingH` service. Send message events in a 
sequence diagram present invocations in an activity diagram and receive message 
events means that the process receives an operation call.

In Figure 7.4, a workflow-oriented model for `Holiday Booking` process is shown 
as an activity diagram. The following listing presents how UML activity model 
constructs are used to model BPEL-REST processes. Pautasso [102] proposes four 
activities to invoke a REST web service from the process, i.e., HTTP invocations 
`get`, `put`, `post`, and `delete`. Thus,

- Method invocations are modeled as a call behavior action (stereotype `<< 
get >>`, `<< put >>`, `<< post >>`, `<< delete >>` respectively). A call 
behavior action in UML activity diagram invokes an activity or a state 
machine [125].

Request handlers receive the request invoked on the composite service and 
perform the corresponding tasks. The request handlers in BPEL-REST are defined 
for each resource and stem from the REST uniform interface principle. Thus, `onPut`, `onGet`, `onPost`, and `onDelete` request handlers are mapped to activities as 
follows:

- `onPut` is modelled as a call behavior action (stereotype `<< onPut >>`)
- `onGet` is modelled as a call behavior action (stereotype `<< onGet >>`)
- `onPost` is modelled as a call behavior action (stereotype `<< onPost >>`)
- `onDelete` is modelled as a call behavior action (stereotype `<< onDelete >>`)
- `respond` is modelled as a call behavior action (stereotype `<< respond >>`)
- `sequence` is modelled as a control flow

Unlike `onMessage` activities in BPEL4WS, RESTful message handlers can 
have internal structure and thus they could be also modeled as structured activities,
Figure 7.3: Examples of Holiday Booking Scenarios
which contain a respond activity and possibly some other if-else structures. On the other hand, onPut and respond could be modeled as a pair of simple activities, which has a potential sequence of activities between them. The same applies of course to other message handlers. As a modeling restriction, links across activities, which belong to different message handlers are not allowed. A resource in an activity model, would be modeled as a structured activity, which contains all the message handlers it supports. However, our target is to simply model the workflow, which models the desired behavior, in the activity diagram.

The process model defines the workflow of the composition process. In order to look at the web service composition from the viewpoint of how different resource attributes change and the conditions of method invocations, we model the web service composition with UML state machine in the next section.

7.5 Modeling Composite RESTful interface

In this section, we refine the activity diagram that gives flow of activities to a protocol state machine that defines our behavioral model. In the refinement step, a send message (the process makes an invocation) is mapped to an effect of transition in a state machine. A receive message in an activity diagram (the process receives a message) is mapped to a state transition in a state machine.

In behavioral model each state represents a state of the service and trigger methods are restricted to the side-effect methods of HTTP, i.e., PUT, POST and DELETE (uniform interface). Although REST offers a stateless interface but we are able to represent stateful services built in RESTful manner by defining state invariants as predicates over resources using HTTP GET method on resources (statelessness). The construction of behavioral model is detailed in Chapter 4, however, for modeling a service composition, the models are required to represent method invocations on the partner services. These service invocations to partner services are modeled as effects on the transitions.

Figure 7.5 shows the behavioral model for our holiday booking composite REST service and Figure 7.6 shows its domain model. The domain model shows the required and provided interface methods between REST composite web service and its partner services. The behavioral model of partner web services, PaymentService and HotelService, are shown in Figure 7.7.

The behavioral model of holiday booking service shown in Figure 7.5 is initiated with POST on bookings with days and guestname as parameters. When the user makes a PUT on pay, third party payment service is invoked by the composite service to process users payment. This is shown as an effect on the transition that invokes the PaymentService shown in 7.7 (top). While the payment is being processed, the service goes in to a wait state. The payment service responds either by invoking a PUT on paid resource in case of confirmation or by invoking a DELETE method for pay resource, in case the payment is not confirmed. An unpaid
Figure 7.4: Process Model for Holiday Booking REST Composite Service
Figure 7.5: Behavioral Diagram of Holiday Booking Composite REST Web Service
booking is canceled by the system if it is not paid for 24 hours. A paid booking is
cHECKED with the hotel for re-confirmation by invoking a POST on Hotel Service
(Figure 7.7 (bottom)). The Hotel Service responds either by invoking a PUT on
HotelConfirm or DELETE on HotelCheck making it unconfirmed. An unconfirmed
paid booking is then processed for refund by the system in collaboration with the
payment service. When a user checks in for a paid confirmed booking, the system
invokes the payment service for the release of the payment to the hotel. Once the
payment release is confirmed by the payment service, the hotel is notified about it.

The examples provides different interaction scenarios between the composite
and partner services while maintaining the state of the composite REST web
service. This shows how a stateful REST web service offering a complex behavior
can be modeled using our design approach.

### 7.6 Related Work

In this section, we discuss important related works done by other researchers in the
area of specifying and modeling web service compositions. A lot of work has also
been done in using UML for web service compositions. Some of these works are
also reported in our previous work [109]. Most of the works use or propose a UML
profile to support web service composition. Those who do not use UML profile,
do not fit our needs since we were interested in defining state of the service using
stateless protocol. In the area of RESTful web service compositions, we found the
following works noteworthy.

Zhao and Doshi present a formal model for RESTful web services in [132] to
Figure 7.7: Behavioral Model for (Up) Payment REST Web Service (Down) Hotel REST Web Service
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automate composition of RESTful web services. Authors define a classification of RESTful web services as Resource Set Service, Individual Resource Service and Transitional Service. These are modeled with ontology concepts and SWRL rules. These models are then used to define state transition system for automating the composition of RESTful web services based on situation calculus. Their work addresses modeling of uniform interface and state transferring between resources. We are however of the view that by defining meaningful URI of the services, the third type 'Transitional Services' may not be necessary.

Pautasso [102] give REST extensions for BPEL that are based on the set of requirements identified for RESTful composition. These extensions aim to support the process of REST composition using the same process-oriented service composition language that supports traditional web services. The work also demonstrates how a RESTful API can be implemented using BPEL with the proposed declarative constructs by exposing selected parts of its execution state. In another work [101], Pautasso identifies set of requirements that should be satisfied by languages for RESTful service composition. A detailed example is presented to understand this set of requirements and implemented with JOpera. While these works complement our work, our focus is on modeling the web service compositions from static and dynamic perspectives. In terms of modeling, Pautasso propose extensions for Business Process Modeling Notation (BPMN) to support REST. The work aims to provide simple extensions for applying BPMN notation to model RESTful business processes. While this works makes good use of BPMN for modeling RESTful business processes by resusing existing graphical elements of BPMN as much as possible, our research aimed to use a modeling notation that is not specific to any domain in particular. BPMN supports concepts of modeling that are applicable to business processes. We are interested in using models that can be used at other phases of developing composite web services and that can facilitate the service developer to verify and validate their designs by using existing mature tools as much as possible.

Rosenberg et al. [112] introduce Bite, that is a lightweight workflow-based composition model for web applications. It aims at simplicity and short development cycle. The basic Bite process is a flat graph having atomic actions and links between them. The flow uses external services in its flow logic and the composition workflow is published as a composed resource. Bite, however, does not support PUT method.

Zhao et al. [133] propose a method for RESTful web service composition based on linear logic. The method finds composition services at both resource and service invocation method levels. The linear logic sequent represent composition requirements and related inference rules are applied to determine if the composition requirements can be achieved.

Yu et al.[130] emphasize on the importance of role in the service description and composition. They present role-centric service descriptions and composition mechanism by proposing a resource meta-model. The RESTful service descriptions
are generated based on the roles that are formally defined on the metamodel. Adopting the BPEL extension for REST approach, authors extend BPEL with the concept of role to have control over the access of resources. Alarcon et al. [13] present a RESTful service composition approach based on Resource Linking Language (ReLL) and Petri Nets. ReLL is presented in [12] as an XML-based description language for REST services with focus on hypermedia characteristics of the model. The work uses a petri net model to illustrate composition model. The approach provides a mechanism that allows to implement a machine client that can perform dynamic discovery of resources. In comparison to this work, our work addresses construction of stateful services with complex scenarios offering all the REST features using models.

More recent work by Bellido [25], analyzes fundamental control-flow patterns in the context of stateless compositions of REST web services. They discuss the challenges of state handling for composed RESTful services in detail and propose means to implement the control flows through callbacks and redirections. The decentralized approach they propose breaks the business process into fragments that represent different intermediary states of the business process and the control logic is centralized in composed resource. The composed resource delegates the control flow to different services and itself becomes available to respond to new messages. When the response is received, services will wake up the composed state at the corresponding state of the execution flow. Compared to their work, our approach targets the state of the services from a different perspective. We define states as predicates over resources. This state information relies on simply invoking GET methods on different resources and formulate the state of the service as a boolean expression based on the response codes of invoked GET methods. In this way, we do not compromise the statelessness feature of REST. This information, however, needs to be stored somewhere. This can either be saved as pre- and post-conditions of methods when implementing the service functionality by the service developer of the composite service or can be implemented as a proxy to provide service monitoring. These service contracts can monitor that the protocol of the service composition is not being violated by any of the parties, i.e. users and service providers. Besides this, our approach provides modeling of the stateful behavior of the REST web service that facilitates the design process of the service. These design models have manyfold applications as discussed earlier and can also be used in verification and validation phases.

7.7 Conclusion

Web services can be composed together to create a new web composite web service. This composite web service combines functionality of its partner services with a business goal in mind such that the functionality of new composite service is an aggregate of its partner services. In this chapter we showed how REST web
services can be composed to create a composite web service with REST features. In doing so, we have extended our modeling approach to support RESTful web service compositions. The static structure of the composition is modeled as a resource model and the behavior of composite REST web service is modeled with the sequence diagram, activity diagram and state machine diagrams. The sequence diagram models the process scenarios, the activity diagram shows the process flow and the behavioral model represents the behavioral interface of composite REST web service. We also show mapping mechanism from activity diagram to BPEL-REST. In addition, the service design models can be directly mapped to implementation languages like Django web framework, Ruby on Rails and UPPAAL timed automata etc.

We have applied our approach on a relatively complex worked example of a holiday booking web service available on the Internet. The example shows how a REST composite web service with complex behavior can be constructed following our design approach.
Chapter 8

Validation of Services

The use of REST web services in businesses and critical applications motivates the need for validation approaches that would effectively and efficiently detect faults in their specifications and implementations.

We have earlier explained our design methodology to create behavioral interfaces for simple and composite web services (CWS) that are REST compliant and offer complex scenarios and timed behavior. These service design models and their implementations should be validated for their correct behavior in order to build trust on the service functionality. In this chapter we present the validation approach that facilitates the service developer in creating dependable REST web services. We have used model checking approach for this purpose. Model checking is a way to exhaustively and automatically check if a finite-state model of a program satisfies its specifications [46]. The goal is to see whether the models have basic properties like deadlock freedom and other critical properties the absence of which can cause a system to crash.

In our approach, a service can invoke other services and exhibit complex and timed behavior while still complying with the REST architectural style. We need to check if the service implementation is functioning correctly along with partner services and if the service goals and timed constraints are being fulfilled. We, thus, show how we validate the implementation of the RESTful web service composition with model-based testing approach. By using model-based testing (MBT) approach, automatic test cases can be generated with an increased probability of test coverage and with an ease of test case maintenance.

In section 8.1, we present our validation approach explaining different steps of validation approach in detail. The transformation steps from UML to UPPAAL Timed Automata (UPTA) are presented in section 8.2. The approach is applied on a Holiday Booking RESTful web service in section 8.3 and the validation of the approach is given in section 8.4. In section 8.5, we present our work on contract based testing to validate classes and web services. The related work from literature is presented in section 8.6 and section 8.7 concludes the chapter.
8.1 Validation Approach

Our validation approach takes as input the behavioral interface specifications (design models) of the composite REST web service, its partner REST web services and the business requirements. We then provide verification of the design models by reasoning on the basic properties of models like deadlock, liveness, reachability and safety with UPPAAL model checker. UPPAAL is a commonly used model checking tool for verifying real time systems through modeling and simulation [82]. However, the UML-based service design models represent the system graphically and are comprehensible for a human user. In order to make the models amenable for model checking tools we suggest a set of reversible mechanized steps for translating UML-based service specifications into UPPAAL timed automata (UPTA) [81]. UPTA are then simulated and verified with UPPAAL model checker. UPTA are updated (if needed) based on the verification results and transformed back to UML.

From the UML models, a skeleton of the composite service is generated automatically in Django web development framework [66] using our partial code generation tool presented in Chapter 9. Performing the verification of the web service composition in a model-checking tool allows us the increase the quality of the specifications before proceeding to the implementation of the service.

The transformation step from UML to UPTA consist of generation of two types of automaton from service design models. One automaton corresponds to our service design models and the other represents the environment model. The environment model simulate the behavior of service user to invoke the interface service methods in order to facilitate test generation automatically.

For model based testing of the service implementation, we have used online conformance testing tool UPPAI-TRON that validates the service implementation against its UPTA specification models at runtime. For this purpose, we have customized and modified the Tron test adapter to establish connection between UPTA models and implementation under test. In the end, we have evaluated the validation approach for its efficiency using mutation testing and other different coverage and benchmarking tools.

Requirements traceability is also an important component of our integrated approach. The requirements of the composition are included in the UML specifications and then propagated to UPTA specifications. They are used for both verifying the reachability of those model elements implementing them and for reasoning about their coverage after the tests are executed. Upon detecting failures, traced requirements can be used to localize the errors in either models or in the specifications.

More details of the approach are given in the following:
8.1.1 Verification

Model verification is a process of determining whether the models are designed correctly and represent the developer’s conceptual descriptions and specifications. Model checking is one of the ways to exhaustively check the models automatically. The service design models of composite REST web service should be verified for their basic properties in order to build confidence of the service designer on the models before implementing them. This allows one to eliminate design errors that can be expensive to detect and correct at later stage of the development cycle.

UPPAAL model-checker is used for modeling, simulation and verification of real-time systems [82]. It consists of set of timed automata (TA), clocks, channels that synchronize the systems (automata), variables and additional elements. A real-time system is modeled as a closed network of TA. Each automaton in the network is specified via a template, which can be instantiated as process. A template in UPTA is composed of locations, edges, clocks and variables representing all properties of the system. Synchronization between different processes can be provided using channels. Two edges in different automata can synchronize if one is emitting (denoted as channel_name!) and the other is receiving (denoted as channel_name?) on the same channel. Guards are the conditions that enable a transition when they are satisfied. Similarly, the conditions associated to locations, called invariant, specify that the system can stay in the location if and only if the invariant is satisfiable.

The query language used in UPPAAL is a simplified version of TCTL [15] that consists of state formulae and path formulae. State formulae ($\phi$) is an expression that describes an individual state, while path formulae can be classified into reachability, safety and liveness properties. Deadlock is expressed using state formulae. The syntax of TCTL path formulae that are used in UPPAAL is defined as follows:

- $A \Box \phi$ - for all paths, the property $\phi$ is always satisfiable.
- $A \Diamond \phi$ - for all paths, the property $\phi$ is eventually satisfiable.
- $E \Box \phi$ - there is at least a path in the automata such that property $\phi$ is always satisfiable.
- $E \Diamond \phi$ - there is at least a path in the automata such that property $\phi$ is eventually satisfiable.
- $\phi \Rightarrow \psi$ - when $\phi$ holds, $\psi$ must hold.

If there is a location in the model that has no outgoing transition, then the model is said to be in a deadlock. Reachability properties validate the basic behavior of the model by checking whether a certain property is possible in the model with the given paths. The safety property checks that something bad will never happen and the liveness property determines that something will eventually happen.

However, before using UPPAAL model-checker to verify these properties, we need to give service design models formal foundations that are understandable by the verification tool. This has to be done in an automated manner to avoid extra efforts from the service developer. In section 8.2, we present our tool support for UML to UPTA transformation.
8.1.2 Code generation

We can generate the code-skeleton of service design models using our tool presented in Chapter 9. The tool generates code skeleton for design models in Django that is a high level Python web framework [66]. The generated code also has behavioral information, i.e., the pre- and post-conditions for each method and the developer has to only write the implementations of the operations.

8.1.3 Requirements Traceability

Service requirements can be inferred from the specification document and they serve as service goals. A service should be checked for its service goals in order to validate that the service does what it is required to do. By catering to the service requirements at the design phase and propagating them to the validation stage, we provide a mechanism by which a service requirement can be validated for its goals and the unfulfilled requirements can be traced back to the design phase to find faults in the design. Service requirements are generally domain-specific since they are inferred from the specifications. We infer functional and temporal requirements from the specification document into a table and number them. These requirements are attached to the behavioral model as comments on the transitions and are propagated to UPTA such that the links between requirements and the model elements are preserved. These requirements are included in all the models and traced throughout the process, i.e., at UML, UPTA and test level, respectively.

The requirements are formulated as reachability properties in UPTA with the purpose of verifying them during simulation. Each requirement label is translated into a boolean variable (initialized to False) and attached to the corresponding edge in the UPTA. This mapping is explained in more detail in the Section 8.2 on the UML to UPTA transformation.

We require that our testing approach must validate that these requirements are met by IUT, in order to build confidence of the developer that the system is doing what it is required to do. Thus, their coverage level is monitored during test generation and execution. Once the test report is available, we can check which requirements have been validated and which have failed.

8.1.4 Model-Based Test Generation

Model-based testing (MBT) is a method that provides an abstract model of a system under test (SUT) and performs automatic test case generation based on the specifications of the SUT [126]. In MBT, modeling the environment of a system is important since the environment generates test cases from whole or some parts of the model to satisfy the test criteria. Environment models help in automation of testing in three ways: the automation of test case generation from a simulated environment, the selection of test cases, and the evaluation of their test results. Our
UML to UPTA transformation tool generates both the behavioral model of SUT and the environment model.

We provide automatic test generation using UPPAAL TRON, which is an extension of UPPAAL for online model-based black-box conformance testing [81]. During test generation, the environment model randomly selects test cases and communicates to the test adapter.

A test adapter is used by UPPAAL TRON to expose the observable I/O communication between the test environment model and the SUT model, as shown in Figure 8.1. Our adapter implements the communication with the SUT by converting abstract test inputs into HTTP request messages and HTTP response messages into abstract test outputs. The TRON tool generates tests via symbolic execution of the specifications using randomized choice of inputs. Based on the timed sequence of input actions from the simulation, the adapter performs input actions to Implementation Under Test (IUT) and waits for the response. Output from IUT is monitored and generated as output actions for the simulation. The conformance testing is achieved by comparing outputs of IUT to the behavior of the simulation.

![Figure 8.1: UPPAAL TRON test setup](image)

8.2 Design Models → UPTA transformation

The transformation from service design models to UPTA consist of a series of steps presented in this section. We require to generate two UPTA for our behavioral model: one UPTA corresponding to the behavioral model of the service and one environment model that simulates the user behavior and triggers the UPTA of the service.

A real-time system is modeled as a closed network of timed automata, i.e., UPTA. Each UPTA in the network is specified via a template. These templates can be instantiated as processes. UPTA is composed of locations, edges, clocks, and variables representing different properties of the system. We translate our resource, behavioral, and domain models to UPPAAL in order to verify them with UPPAAL model-checker.
8.2.1 Resource Model

In UPTA the resource model is represented as a template. The resource definitions in the resource model are specified as variables with 1 or 0 value, specifying if a resource exists or not, respectively. The attributes of resource definitions are inspected and for each integer attribute, an integer variable is declared in the UPPAAL model. Similarly, the boolean attributes are declared as integer arrays of 0 and 1.

8.2.2 Domain Model

The domain model shows set of operations offered and required by the composite web service and its partner web services. The corresponding communication between templates in UPPAAL is represented by channel synchronizations. Two edges in different automata in UPPAAL can synchronize if one is emitting and the other is receiving on the same channel. The operations in an interface are thus translated into a binary synchronization channel in UPPAAL. The template of the service that realizes the interfaces acts as the receiving automaton and the sending automaton is specified by the template of the service that uses the interface.

8.2.3 Behavioral Model

The behavioral model of REST web service is encoded by timed automaton that are represented by templates, which are instantiated as processes. Figure 8.2 shows an example of transformation from the behavioral model to UPTA.

States

A state is mapped to a location in UPTA, and a state invariant is mapped to corresponding location invariant. The subclauses of the state invariant are translated to variables corresponding to the respective resource definition. For example, in Figure 8.2, \texttt{self.a->size()} = 1 is translated as \texttt{a = 1} and \texttt{self.b->size()} = 0 as \texttt{b = 0}. The initial state corresponds to the initial location. The final states are translated by having an edge from the corresponding location to initial location and updating all the variables to their initial values, as shown in Figure 8.2. The choice state in the behavioral model is replaced by two edges in the TA model that are originating from the same source location to different target locations.

State Hierarchy

The behavioral model may contain composite states for better representation of specifications. UPTA, however, does not support the notion of location hierarchy. We flatten the composite states to several simple states by including the state invariant of super states in the contained states that are then mapped to the respective
locations in UPTA. For example, in Figure 8.2, the top figure contains a behavioral model with a composite state that is flattened to UPTA model shown at the bottom. States B, C and D in the behavioral model correspond to the locations B, C and D of UPTA, respectively. Note that all the locations contain the state invariant of superstate A in the behavioral model.

**Transitions**

A transition in the behavioral model is mapped to an edge in UPTA and guards on the transition are mapped to guards on the corresponding edge in UPTA. In Figure 8.3, we show how the transitions in behavioral model (top) are translated to UPTA (bottom right). The locations $L_1$ and $L_5$ correspond to states $S_1$ and $S_2$, respectively, and locations $L_0$, $L_2$, $L_3$, and $L_4$ are the extra locations created during the transformation process as explained below. The state invariants are translated to location invariants and represented as boolean functions for the purpose of diagram clarity. The transition between states $S_1$ and $S_2$ is triggered by POST(b) after 10 minutes. In UPTA, this is represented as guard over the clock variable $cl$. 

Figure 8.2: (Top) Composite State in Behavioral Model. (Bottom) Flattened locations in UPTA
Trigger Methods

The trigger methods from the behavioral model are translated into receiving channels in UPTA. This receiving channel is in sync either with the automaton of the partner service or with the environment model.

Time Events

The time events in behavioral diagram are replaced by clocks in UPTA. The clock is reset in the incoming edge to the location (L1) and is also included in the location invariant. Thus, the guard after(10m) is translated to cl > 10 on the corresponding UPTA edge.

Effects

The effect on the transition, i.e., POST(c) shows invocation to the partner service. The communication between two web services is established by using a unique channel synchronization. For instance, emitting a request from a web service to the other one can be replaced by synchronizing a channel in an UPPAAL process, and the other process is the receiver of the synchronization. The effect of the transition that invokes a remote service is represented with two edges and an urgent location (marked with U in the circle) in between, i.e., edges e2 and e3 and urgent location L3. An urgent location in UPTA does not allow any delays [82]. Thus, the first edge (e1) is synchronized with the environment model and the second edge (e2) synchronizes with the partner automaton. The third edge (e3) is synchronized to receive acknowledgment response from the partner (as we model asynchronous service) and the sending channel on the fourth edge (e4) is synchronized with the environment to indicate the completion of transition.

Figure 8.3: Example of behavioral model (top) Corresponding Environment Model (bottom left) and Flattened UPTA (bottom right)
Requirements

The requirement on the transitions are translated into a boolean variable (initialized to \textit{False}) and attached to the corresponding edge which updates it to \textit{True}. This is shown in Figure 8.3 with Req1 = \textit{True} on edge e4. This implies that whenever this edge would be traversed, this requirement will be met. This can be formulated as reachability properties to attain requirement coverage and tracked during test generation and execution.

8.2.4 Environment Model

The environment model in UPTA has sending channels that are received by the composite web service automaton as inputs to trigger the process. This is similar to interface method calls in the SM. All the interface methods of the service specified in the state machine are mapped to the sending channels in the environment model and the response of successful transition is received from the composite web service via receiving channels. This is also shown in Figure 8.3: the environment model initiates the automaton (bottom right) by sending channel \textit{post}_b! and the process completes when the channel \textit{resp}_b? is received.

A Python script is currently used to create the environment model, from a given UPTA model by analyzing the channels observable from the environment. The original idea has been discussed in [65]. This will be merged in the final version of the UML→UPTA transformation script.

8.2.5 Test Coverage information

In order to enable rigorous test coverage in UPPAAL TRON, a second Python script (discussed in more detail in [75]) is used to automatically add counter variables for each edge of a given automaton in a UPTA model and a corresponding update of the given variable on the corresponding edge. Whenever the edge is visited during the simulation or execution, the variable is incremented, allowing thus to track which edges have been visited and how many times. This enables one to track coverage level wrt. e.g., edge coverage or edge pair coverage. This script will also be integrated in the final version of the UML→UPTA transformation script.

8.3 Case Study

We have demonstrated our approach with a worked example of a Holiday Booking (HB) REST composite web service (CWS) that is built on inspiration from the housetrip.com service. It is a holiday rental online booking site, where you can search and book an apartment in the country of your destination. The modeling of this example service is explained in the previous chapter. In this chapter, we are interested in validating the service design models and its implementation. The
example provides a good demonstration of how a composite REST service with complex stateful behavior is designed and validated using our approach.

8.3.1 Design Models

The design models are modeled using MagicDraw [6]. Static validation of models is done via OCL using the validation engine of Magic Draw. We rely on predefined validation suites for UML contained in MagicDraw for the basic validation of the model. These validation suites contain rules that check that the designed UML model conforms to UML metamodel specifications and prevent the developer from creating incorrect models.

The composite REST web service and its partner services are modeled with resource, behavioral and domain models. These models for holiday booking REST composite web service are shown in Figure 8.4, Figure 8.5 and Figure 8.6, respectively. Figure 8.7 and Figure 8.8 show the behavioral model of partner services, i.e., payment Service and hotel service, respectively. The construction of these models has been explained in the previous chapter.

8.3.2 Verification

The design models of holiday booking composite REST web service are translated to UPTA with the help of transformation tool. Figure 8.11 shows UPTA of holiday booking composite REST web service. Figure 8.9 and Figure 8.10 show the UPTA of partner services, i.e., payment Service and hotel service, respectively.

The verification properties are specialized for our case study and some of them are mentioned below.

*Deadlock Freeness.* The holiday booking service, the hotel service and the payment service models are all deadlock free. This means that the composite service is never reach to a state that cannot preform a transition (i.e., $A \not\text{not deadlock}$).

*Reachability.* All the locations in the HB service are reachable. This means that the model receives and sends messages to the partner services smoothly and the model is validated for its basic behavior (i.e., $E \diamond \text{CompService}.r$), where $r$ is the last location in the TA model and indicates that all processes for certain booking is completed.

*Safety.* Some of the safety properties in our model are: a) Payment should be released iff the user has checked in, i.e., $(E \quare \text{CompService}.h2 \implies \text{CardService}.c2)$, where $c2$ is the location after check-in and $h2$ is the location after payment release, b) If the payment is released by the HB service then the Hotel service is paid, i.e., $(E \quare \text{CompService}.h2 \implies \text{HotelService}.p)$, where $p$ is the location in Hotel service model for hotel payment.
Figure 8.4: Resource Diagram of Holiday Booking Composite REST Web Service
Figure 8.5: Behavioral Diagram of Holiday Booking Composite REST Web Service
Liveness. Some of the liveness properties in the model are: a) When the payment is not paid within 24 hours, the booking is canceled (i.e., CompService c and compService cl > 24 CompService b1), where c indicates waiting for the payment, cl indicates clock of the model and b1 indicates the booking request is going to cancel due to the delay, b) If the Hotel Service does not confirm within 3 days then the booking is considered not confirmed (i.e., CompService o and CompService cl > 3 CompService n), where o is the location for waiting for the hotel response and n is the location for canceling.

8.3.3 Requirements Traceability

We have inferred functional and temporal requirements from the specification document. Table 8.1 shows the requirements for holiday booking RESTful composite web service. These requirements should be fulfilled by the IUT in order to satisfy the service goals. These requirements are added as comments on Figure 8.5 and translated to a boolean variable (initialized to False). These variables are attached to the corresponding edges in the UPTA assigning a True value. When the corresponding edge is traversed, its value becomes True. We attain requirement coverage by encoding them as guards to edges in the environment model. Whenever all the requirements evaluate to TRUE, the environment model can go to the final location. These values are encoded as boolean function `verdict()` in Figure 8.12.

Test setup. The testing process includes the TRON engine, an adapter, the IUT and the model of system. The TRON engine establishes TCP/IP connection on a local port and via that the adapter starts communications. The adapter works
## Table 8.1: Requirements Table of Holiday Booking REST CWS

<table>
<thead>
<tr>
<th>Req</th>
<th>Sub-Requirements</th>
</tr>
</thead>
</table>
| 1- Booking | 1.1 - A booking should be paid  
1.1.1 - A booking should be paid within 24 hours of the booking.  
1.1.2 - If a booking is not paid within 24 hours of the booking, then it is canceled by the system  
1.1.3 - A confirmed paid booking, waits for user check in |
| 2- Payment | 2.1 - When user pays for the booking, partner service should be invoked to process the payment.  
2.2 - The HB CWS should wait for response from the payment service  
2.2.1 - If the payment service does not respond in 10 minutes, it is considered not working and the booking is marked unpaid  
2.3 - If the partner service confirms the payment, the booking should be marked paid  
2.4 - If the partner service unconfirms the payment, then the booking should be considered unpaid. |
| 3- Cancel | 3.1 - A booking is canceled if it is not paid for 24 hours  
3.2 - A paid booking that is not confirmed by the hotel is marked unconfirmed  
3.3 - A paid booking that is unconfirmed by the hotel is canceled after 12 hours.  
3.4 - A paid booking can be canceled by the user  
3.4.1 - A paid booking can be canceled by the user if it is not waiting for payment confirmation or hotel confirmation.  
3.4.2 - User can cancel paid booking only before 7 days of checkin.  
3.5 - A canceled booking must be refunded. |
| 4- Payment Release | 4.1 - If the user checks in then the payment must be released to the hotel.  
4.2 - When the payment is released to the hotel, HB CWS must notify the hotel about release of the payment |
as an interface, which translates the inputs and outputs of the model to proper HTTP requests to/from the IUT. The UML to UPTA transformation also generates (optionally) a skeleton of the test adapter, depicting what interfaces should be implemented between TRON and IUT. Once the adapter is fully implemented, it can be reused for different versions of the models as long as there is no new I/O messaging being done. The IUT is a web service composition of three web services: HolidayBooking, Hotel and Payment Services.

**Composition Model.** We specified a TRON adapter which communicates between IUT and the composition model an excerpt of which is shown in Figure 8.11. The adapter identifies the emitting and receiving channels as well as defines the corresponding HTTP request functions. During test execution, the composition model waits until a channel call comes from the environment model, then the adapter translates the incoming request to a specific HTTP request and sends it to IUT. The response from IUT will be checked in the adapter and forwarded to the composition model as a response channel.

### 8.4 Validation of Approach

Our holiday booking composite REST web service had 14 states and 25 transitions. These were translated into a UPTA model with 34 locations and 46 edges. Similarly, the state machines of Payment service had 3 states and 4 transitions which transformed in to a UPTA model with 5 locations and 6 edges. The Hotel service had 4 states and 5 transitions that were translated into 7 locations and 9 edges. In addition, the environment model created had 4 locations and 13 edges.

One issue with using formal tools like UPPAAL for verification and test generation is the scalability of the approach due to the state space explosion. In
Figure 8.8: Behavioral Model for Hotel Service

contrast to offline test generation, where the entire state space has to be computed, in online test generation only the symbolic states following the current symbolic states have to be computed. This reduces drastically the number of symbolic states making the test generation less prone to space explosion and thus more scalable. For instance, the number of explored symbolic states when generating with the verifyta tool, the traces satisfying complete edge coverage (i.e., $\& e_1 \& \& e_m$, where $e_j$ are tracking variables corresponding to all $m$ edges of the models) was 974. In the contrast, the maximum number of symbolic states reported by TRON during a test session achieving complete edge coverage was 12 (see Figure 8.13).

Figure 8.13 plots the evolution of the number of symbolic states for 10000 model time units (10 seconds). The number of states in specific testing time depends on the behavior of the model on that time. For example, from the time 100 to 160, the payment process is running. Due to the timing constraints of the model, it is not obvious that which response will return and hence the next location in the model is not determined. Therefore, the number of the symbolic states are more. At time 190, the booking web service communicates with other web services (Hotel-service and Card service), and the total number of symbolic states is the highest (12 states).
For benchmarking the verification process, we have used the `verifyta` command line utility of UPPAAL for verification of the specified 5 properties. We have used the `memtime` tool to measure the time and memory needed for verification. The result showed in average 0.20 seconds and 54996 KB of memory being used. Although the memory utilization depends heavily on the symbolic state space, it shows that the current size models leave room for scalability of the approach. A known limitation of UPPAAL is that the maximum memory size it can use is close to 4GB due to its 32-bit architecture.

In order to evaluate the efficiency of our approach, we compared the specification coverage with the code coverage yielded by a given test run. Since we had access to the source code of the IUT, we used the `coverage` tool for Python [1] to report the code coverage for each test session. The Table 8.2 lists results of several measurements.

The complexity of the models resulted for the holiday booking service in Figure 8.11, allowed us to verify all specified properties in UPPAAL and to generate tests.
Figure 8.11: UPPAAL automata of Holiday Booking Composite REST Web Service
using TRON. To overcome the state explosion problem, the models would either be optimized at UPPAAL level, or they can be split into several parts, via slicing or aspect-oriented approaches, each focusing on a different concern of the system.

Table 8.2: Correspondence between code coverage and edge coverage

<table>
<thead>
<tr>
<th>Run</th>
<th>Edge Coverage</th>
<th>Code Coverage</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>64%</td>
<td>55%</td>
</tr>
<tr>
<td>2</td>
<td>80%</td>
<td>67%</td>
</tr>
<tr>
<td>3</td>
<td>100%</td>
<td>78%</td>
</tr>
</tbody>
</table>

Although many of the errors were caused by modeling mistakes, testing revealed some errors in the implementation as well. For instance, in the holiday booking service, there was an error in sending cancel request and another error was found in the POST header in refund request. In the hotel service, confirmation was sent by a wrong method, so it was rejected by holiday booking service.

In order to evaluate the fault detection capabilities of our approach, we have manually created 30 mutated versions of the original holiday booking service program code. Each mutation had one fault seeded in the code, for instance replacing POST with DELETE, removing one line of the source code, change of
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logical conditions, etc. The faults were always seeded in those parts of the code that is covered when achieving 100% edge coverage of the model. We assumed that the original version of the program is the correct one. We assumed that the original version of the composite web service is the correct one, as we were able to run the 100 test sessions in TRON against it. For each mutated version of the composite web service, we set the TRON to execute 100 test sessions against it. When a fault was discovered, down and the mutant was considered as killed. If the mutated statement has been covered by the test runs but no failure was detected, we mark it as alive. Out of the 30 mutated programs, 28 mutants were killed and 2 are alive mutants. It resulted into a mutation score of 93.3%.

Out of the 30 mutated programs, 28 mutants were killed and 2 are alive mutants. The mutation score calculated based on the following formula:

$$M_s = \frac{N_k}{N_G} \times 100\%$$

where $M_s$, $N_G$ and $N_k$ are the mutation score, the number of generated mutants and the number of killed mutants respectively. Mutation score in this approach was 93.3%. One of the alive mutants was for the time variable that should be set from client side, but since we did not implement client side, the mutant from the time variable does not have effect on the behavior of the IUT. The other alive mutant could be found by the IUT but since it did not change the expected behavior of IUT, the test adopter did not discover it. Overall, the mutation score indicates that the model based testing approach was quite accurate and could cover all expected behavior of the IUT.

8.5 Testing Classes against their Contracts

Service implementations contain information about method contracts derived from the models. We can also take advantage of contract-based testing approaches using service method contracts asserted in the code. The derivation of contracts from a UML protocol state machine has been discussed earlier in section 3.1. By using UML protocol SM to define behavioral interfaces of REST web service and the approach described below to generate class contracts, we can benefit from previous and future efforts in test case generation from behavioral contracts while using a familiar and standardized visual notation.

Class contracts can be used to generate run-time assertions that reveal if a particular execution of the system breaks the precondition or postcondition of a method and to generate test cases to exercise the method’s assertions [91, 85, 35]. In this section, we present the research tool that we have developed to automatically extract class contracts from UML protocol state machines according to definitions presented in section 3.1. We then use the asserted class contracts with different testing tools to validate a class.
For java based web services, contract is based in JML [83]. The tool accepts as input a UML 2.0 model serialized as XMI and a Java file containing an interface or a class. Then it automatically updates the Java file by inserting a contract derived from the UML protocol state machine. The tool can be used either as a stand-alone command line python program [7] or as a plugin for MagicDraw UML.

To represent the UML protocol state machine, XML Metadata Interchange is used and the specification is saved into a file with source code corresponding to the specification. The XMI data for this version can be generated from different tools e.g., Papyrus UML, Borland Together and MagicDraw UML. We have created our examples with MagicDraw UML, since this software seems more suitable for this purpose compared to other UML editors.

The generated contracts can be used with other tools to test and validate a Java class that implements the protocol described in the UML protocol state machine. Examples of such tools are the JML JUnit [43] tool that simplifies the development of white-box unit tests, JET [42] i.e., an automatic random test generator for JML, and ESC/Java2 [54] i.e., a static analysis tool.

A typical development task involves the use of a source code editor, a UML modeling tool, the contract generation tool and different testing tools like JML-JUnit, ESC/Java2 and LIME tools. To increase the usability, we integrated most of these tools behind a single user interface. These tools were integrated as a MagicDraw plugin as it was being used primarily for UML modeling. Figure 8.14 shows a screenshot of MagicDraw tool plugin.

We also added a validation feature to the plugin to check the UML protocol state machine before the generation of specifications. It has a built-in component that parses the model and reports the short-comings in the model. The short-comings are the lack of elements or use of unsupported features that results in an incorrect specification. In case the validation is not successful, a user friendly information on faulty elements is displayed to the user in a diagram window. This feature further adds to the usability of the tool. Figure 8.14 shows an example of validation feature.

Statement coverage for JML-JUnit can be calculated during execution of the tests. This is done using JVMDI Code Coverage Analyzer which is an open source shared library loaded into a Java virtual machine (Java 1.4 or 1.5). The program reads covered lines and reports them as an XML document. In the MagicDraw plugin, this XML data is processed and displayed to the user as a coverage percentage and covered lines.

The tool is extended to support generation of contracts for python based web services, presented in Chapter 10. Different python testing tools can then be used to validate the web service implementation.
Figure 8.14: (Top) Screenshot of the MagicDraw plugin (Bottom) Validation example
8.6 Related Work

Our related work on validation is mainly divided in two areas: 1) Use of model checking techniques for validation of web service compositions 2) Use of contracts for testing.

8.6.1 Use of model checking techniques for validation

There is already a large body of work on using model checking techniques for validation and verification of web service compositions. Overviews of such works can be found in [114] and [31]. Mostly authors have used web service specific specification languages as their starting point and converted the specifications to an intermediate language that is accepted by model checking tools. Then, by taking advantage of the model checking tool capabilities they performed simulation, verification or test generation via model-checking. Most of these works use the selected model-checking tool only for simulation and verification; only a handful generate abstract tests from the verification conditions, and in most cases it is not clear how the abstract test cases (i.e., the counterexample traces) are transformed into executable ones and executed. In the following, we will revisit those works which are most similar to ours.

We can distinguish roughly two approach categories: those that target the PROMELA language [68] which is the input language for the SPIN model-checker [67], and those that target the UPPAAL timed automata which is the input language for the UPPAAL model-checker [24].

In the first category, the vast majority of approaches have used BPEL or OWL-S[89] for the specification of the web service composition. For instance, Garcia [59] generates test cases using test case specifications created from counterexamples that are obtained from model checking. The transition coverage criterion is used to identify transitions in BPEL specification that define the test requirements for producing test cases. These transitions are mapped to the model and expressed in terms of LTL property expressions. Test cases are generated using the test case specifications created from counter examples obtained from model-checking. Transition coverage is obtained by repeatedly executing the tool with each previously identified transition.

Fu. et al. [57] provide both bottom-up and top-down approaches to analyze the interaction between web services. In top-down approach, the desired conversation of a web service is specified as guarded automaton where guards of the automaton are XPath queries with LTL properties. The guarded automata are converted to PROMELA and used as input to SPIN model checker. The bottom-approach translates BPEL to guarded automaton and is used in similar fashion with SPIN model checker after translating guarded automaton to PROMELA. The web service conversation are analyzed for synchronization to verify their compatibility.

One distinct approach is given by Huang et al. [71]. They automatically
translate OWL-S specification of composite web service into a C-like specification language and Planning Domain Definition Language (PDDL) through a proposed integrated process. These can be processed with the BLAST model checker which can generate positive and negative test cases during model checking of a particular formula and test the web service using the test cases. They propose an extension to the OWL-S specifications and the PDDL to support their approach and use a modified version of the BLAST tool. Abstract, both positive and negative test cases are generated by formulating verification conditions for manually specified properties.

These works focus on BPEL4WS processes and OWL-S, this makes them dependent on specific execution languages for SOAP based services whereas our work is not dependent on implementation and supports REST architectural style. In addition, their work does not support requirement traceability and is not clear how tests are generated and executed. Furthermore, the works that use the PROMELA language for specification do not address real-time properties, due to the limited support for time in PROMELA.

In the second category, researchers have targeted timed automata specifications. In [39], Cambronero et al. verify and validate web services choreography by translating a subset of WS-CDL (Web Services Choreography Description Language) into a network of timed automata and then use UPPAAL tool for validation and verification of the described system. They also capture requirements by extending KAOS goal model and implement them. The work is supported by WST tool that provides model transformation of timed composite web services [38]. It takes UML sequence diagram and translates it to WS-CDL and then to UPPAAL for simulation and verification. In [50], Diaz et al. also provide a translation from BPEL4WS to UPPAAL timed automata. Time properties are specified in BPEL4WS and translated to UPPAAL. However, requirements are not traced explicitly, while verification and testing are not discussed.

Ibrahim and Al-Ani [72] transform BPEL specification to UPPAAL. The specification includes safety and security non-functional properties which are later formulated into guards in the UPPAAL model which could be similar to our verification of requirements. They do not consider neither real-time properties nor test generation.

Nawal and Godart [61] check the compatibility of web service choreography using model checking based approach that supports asynchronous timed communications. They use UPPAAL and provide full compatibility, partial compatibility and full incompatibility of web services. They propose a set of required abstractions for timed asynchronous communicating services that allow the use of model checker UPPAAL. Our work is somewhat similar to their work as we support time critical stateful REST webs service compositions using UPPAAL, however, in addition to verification we use UPPAAL with TRON to validate the implementation of web services.

Zhang [131] suggest the use of the temporal logic XYZ/ADL language [134]
for specifying web server compositions. They transform the specifications into a
timed asynchronous communication model (TACM) and verify it using UPPAAL
model checker.

In [79], uses BPEL specifications as a reference specification and transform
them to an Intermediate Format(IF) based on timed automata and then propose
an algorithm to generate test cases. Similar to our approach, tests are generated
via simulation in a custom tool, where the exploration is guided by test purposes.
One noticeable difference is that time properties are added manually to the IF
specification, while we specify them at UML level.

These works provide approaches to verify and validate the service specifications
by checking the properties of interest using UPPAAL tool, however our work, in
addition to model checking the properties also performs conformance testing of
the service composition via online model-based testing with the TRON tool and
provides requirement traceability for non-deterministic systems.

8.6.2 Use of Contracts for Testing

A lot of work has been done on using contracts for testing. In [91], Meyer estab-
lishes the use of contracts to build reliable software components. Briand et al. [35]
use and instrument contracts in code to ease the process of testing. Araujo et al.
[20] further explore the use of contract for concurrent programs in the context of
Java programs by extending JML specification language.

Ciupa and Leitner [45] have made use of Design by Contract assertions in their
proposed solution of automatic testing and implemented as the Cdd Tool. The work
of Leitner et al. in [84] expands on this work by merging the benefits of manual and
automated testing in one technique i.e., AutoTest Experience. In [85], Leitner et al.
introduces Contract Driven Development (CDD) as a new development method
for testing. Contracts present in the code are used as test oracles and test cases are
extracted from failure traces of program and failure runs.

The role of contracts for validating a composite web service is also less ex-
plored. In terms of using contracts for web service composition, we found the
work of Milanovic [92]. In [92], Milanovic present a contract-based web service
composition approach. In this work, he presents contract-based description lan-
guage that is XML based and includes non-functional properties such as security,
dependability, timeliness. The composition correctness is verified by modeling
services as abstract machines.

[32] presents an approach for multi-party service composition based on contract
using process calculi. They introduce the notion of subcontract relation that allow
service composition in a manner that is deadlock and livelock free. Also, they
relate their theory of contracts with theory of testing that can formally verify the
composed service and also permits replacement of one service with another one
without affecting the correctness of overall system.

In [47], provide automatic test case generation using contracts in web service
descriptions. They extend contracts with process control and other information and express them as OWL-S process specifications. These are then translated to Petri-Net models and test processes are generated using Petri-net behavior analysis. A decentralized framework for contract-based collaborative verification and validation of web services is presented in [21]. They propose a test-broker architecture in which all stakeholders of web service can contribute in improving the testing of the service. They explore the concept of design by contract and identify two categories of testing contracts including testing service contracts and test collaboration contracts.

All the works mentioned above take advantage of contracts present in the contract to perform different analysis and testing activities. In terms of exploring the idea of contracts at model level, work of [86] is noteworthy. They present a visual contract workbench tool that uses visual contracts for graphically specifying pre and post conditions of an operation. From these visual contracts JML assertions are generated for java classes to facilitate automatic monitoring of correctness of programs. Their model consists of class diagram and both pre and post conditions of visual contract are typed over it. The behavior of operations is given in terms of data state changes. Our work also addresses the concept of pre and post conditions of methods at model level. However, compared to their work, our approach does not only considers data state changes but also provide information on the sequence of method invocation and other dynamic behavior involving generation of pre and post conditions in different scenarios. Also, in case of REST web services, our resource model represented by a class diagram does not have method information. The information on allowed methods is generated from behavioral model that also provides information about pre and post conditions of methods, sequence of method invocations and other valuable information to create behavioral interfaces of REST web services.

8.7 Conclusion

In this chapter, we present our approach to verify the service design models and validate the service implementation. In our approach, a service can invoke other services and exhibit complex and timed behavior, while still complying with the REST architectural style. We have used UPPAAL model checker to verify the dynamic properties of our models. The service design models of the composite web service and its partner services are translated into UPPAAL timed automata which are verified for different dynamic properties with UPPAAL. To validate the service implementation, we generate tests using an online model-based testing tool, UPPAAL-TRON. The use of online model based testing proved beneficial as our system under test exhibits non-deterministic behavior due to concurrency and real-time domain.

Requirement traceability is also provided by tracing service requirements from
behavioral model to timed automata and their reachability is verified in UPPAAL. They are also used as test goals during test generation. Linking requirements to generated tests allowed us to quickly see which requirements have been validated and which not. In addition, our approach also provides edge and edge-pair coverage. The work is exemplified with a relatively complex worked example of a holiday booking web service and we provided preliminary evaluation results. The approach is validated using different benchmarking tools for UPPAAL and its efficiency is evaluated using code coverage tool and mutation testing.

In order to take advantage of contract-based testing approaches using contracts asserted in the code, we built a tool that automatically updates the Java file by inserting a contract derived from the UML protocol state machine. We used different testing tools like JML-JUnit and ESC/Java2 to show how contracts asserted in the code can be used to validate the behavior of the service.
Chapter 9

Implementation

The service design models of REST web services serve as specifications for a service developer. A service developer can study the design models and implement the service using them as reference document. However, lot of time and efforts can be saved by automatically generating code from the models as advocated by Model Driven Development (MDD) [99]. MDD advocates full code generation in bidirectional manner such that a change in one artifact reflects in the other making both the model and the code always consistent. We, however, provide a partial code generation tool in order to not clutter the design models with too much implementation details and at the same time facilitate the service developer to construct dependable web services using models. We generate code skeletons from the models that contain interface method contracts. The implementation of the interface methods can be done by the service developer.

In this chapter we demonstrate how web services are implemented as RESTful web services using our service design models. We also show the implementation of a service monitor that checks the interaction between a service and its clients and report if any of the parties breaches the interface contract. First we give a brief overview of the technologies we are using in our work. The implementation approach is discussed in section 9.2 and the implementation of service monitor is discussed in section 9.3. The implementation of service models is evaluated in section 9.4 and the chapter is concluded in section 9.5

9.1 Used Technologies

In this section, we present the languages and technologies that we used for the service implementation. Our service design models are in UML and our compiler is implemented in Python programming language [7]. We have chose python based Django web framework [66] to code and run our modeled web services.
9.1.1 Python

Python is a general-purpose, high-level programming language [7] created by Guido van Rossum in the early 90’s. It is a language similar to Perl, but with a very clean syntax that offers a readable code.

Here we present some the most important characteristics:

- Scripting language: An interpreted language or scripting is one that is run using an intermediate program called interpreter rather than compiled program in machine language code that you can understand and run in a computer directly (compiled languages). The advantage of compiled languages is that their execution is faster. However, interpreted languages are more flexible and more portable.
- Duck typing: We say that a language supports duck typing if an object of particular type is compatible with a function when it provides all the methods or method signatures that are requested from it by the method at runtime [3]. Duck typing is heavily supported in Python.
- Strongly typed: It is not allowed to treat a variable as being of a different type from what it has. It is necessary to convert the variable to a new type before using it as such. For example, if we have a variable containing a string, it cannot be treated as a number (“9”). In other language the type of the variable change to accommodate the expected behavior, although this is more prone to errors.
- Cross-platform : The Python interpreter is available on many platforms (UNIX, Linux, DOS, Windows, Solaris, OS/2, MacOS). So if you do not use specific platform libraries, you can run your program in all these systems without major changes.
- Object-oriented (OOP): This is a programming paradigm in which real-world concepts of a problem could be represented in classes and objects in our program. The execution of the program is a series of interactions between objects.

9.1.2 Django Web Framework

Django [66] is an open source web application framework, written in Python, which follows the model-view-controller architectural pattern (MVC). Django is developed with the intention of easing the creation of complex, database-driven websites. It emphasizes reusability and "pluggability" of components, rapid development, and the principle of DRY (Don’t Repeat Yourself). Python is used throughout, even for settings, files, and data models. Django also provides an optional administrative CRUD (create, read, update and delete) interface that is generated dynamically through introspection and configured via admin models.

Here are some of the important features of Django [66]:

- Object-relational mapper: Data models can be defined entirely in python.
You can either use dynamic database-access API that comes with it or write SQL if needed.

- **Automatic admin interface**: Django provides a production ready admin interface that can let you add and update content.
- **Elegant URL design**: It lets you design crud-free URLs with no framework-specific limitations.
- **Template system**: With Django template system, you can separate design, content and python code.
- **Cache system**: The cache system helps you save the result of some expensive computation for future reference so that you don’t have to perform it again. The feature optimizes the performance. Django provides a robust cache system offering different levels of cache granularity.
- **Internationalization**: Django has full support for multi-language applications, letting you specify translation strings, and providing hooks for language-specific functionality. Django has full support for translation texts and allows developers to specify which parts of their application would be translated or formatted for local languages using translation strings.

### 9.2 Implementation

The implementation of service design models consist of three important parts, i.e.,
1) Developing the service design models that are input to the compiler, 2) Writing the python compiler that processes the information in the models and 3) the Django file results that are the output of the compiler.

#### 9.2.1 Service Design Models

We have represented the static and dynamic structure of REST web service using UML class and state machine diagram. We have explained in detail the construction of our resource and behavioral models in Chapter 3 and Chapter 4, respectively, with the help of hotel room booking service example. The user of the service books a room and pays for it. While a third party service processes the payment, the service waits for the processing and marks the booking as paid once the confirmation is received. The booking can be canceled anytime if it is not waiting for the payment processing.

We reproduce the same example in this chapter to demonstrate how the service is implemented in Django web framework. Figure 9.1 and Figure 9.2 show the resource and behavioral models for hotel room booking RESTful service. The standard HTTP methods are called on the service to navigate through the different states of hotel booking service. Every piece of information that user can use, e.g., cancelation, payment and booking etc. is accessible via independent URIs. Also, information about when a method should or should not be invoked, e.g., making a booking cancel request, can also be inferred from the models.
The well-formedness rules for the models have been explained earlier. We have imposed the following restrictions as well to facilitate the implementation.

The root resource definitions must always be collection resources and their name starts with collection_. In our example we have one collection resource definition, collection_bookings. We can access all system resource definitions through this collection resource definition.

The primary key of resource definitions, if modeled, must be written as follows: resource_name + "_id ". This decision is taken by an agreement to facilitate the implementation and understanding.

The association that goes from the root resource definition to its contained resource definition must be marked with the name of the primary key of that resource definition, i.e., resource_name + "_id ".

From the diagram we can see the paths in which each resource definition can
be accessed. At the bottom of Figure 9.1 we can see the paths for this example. We can see that every path starts from *root resource definition*.

We have used MagicDraw UML as a modeling tool to model our example. We generate XML Metadata Interchange (XMI) of the behavioral model from this tool which is saved into a file.

### 9.2.2 Python Compiler

This section details how a semi-automatic translator is created. The tool takes as input XMI of the models. All the required information is retrieved from the XMI of models and processed. Compiler collects relevant information from resource and behavioral models, treats it and creates internal data structures, in order to supplement the information between diagrams. We can divide the process into three phases:

1. Gather the necessary information from the input models.
2. Analyze information, create appropriate data structures and supplement this information with both the diagrams.
3. Export all the information to code, creating the file structure needed to run the system for Django Framework.

In the final result, we obtain the necessary Django project files. The three main required files are models.py, urls.py and views.py. Below we explain what steps we follow to obtain them.

**Phase 1:**

In the first phase we take as input the XML [4] files of the diagrams. We are interested in gathering information for three main files of Django application, i.e, model.py, urls.py and views.py files. These files provide different information:

- **models.py**: Contains the information about the system database.
- **urls.py**: Contains the URL information that can be called on the service and their mapping to associated views.
- **views.py**: Provides functional details. Each view is responsible for doing one of the two things: returning an HttpResponse object containing the content for the requested page, or raising an exception such as Http 404.

First we will obtain the information necessary to create the models.py file. This file contains the information of the system database. To do this we look for the resources in the resource model. For each resource in the resource model, we create a table in the database and analyze its associations to complete its relationships with the right foreign keys. We do not merge tables since we consider it a job without reward.

We then move forward to collect information for the next file, urls.py. This maps the relative URLs of each resource to their respective views. We find the information of URL paths from the resource model. We use the rolenames of
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associations to compose the paths of each resource, always starting from the root, and particularly if we are referencing an item in the collection.

Finally we started looking for information for the views.py file which one of the most important file for Django. This file contains all the functionality of the system and the code we will run when accessing a resource through its URL based the allowed requests (GET, PUT, POST, and DELETE). This information is inferred from the behavioral model. It provides the necessary information about each resource, what methods can be executed on it and when to trigger it, i.e., whether certain preconditions and postconditions are true. For the extraction of method contracts from behavioral model, we relied on our work on generating contract from protocol state machine that we have presented in section 8.1.

**Phase 2:** Once we have our tree data structure, we must complete it and create the necessary files correctly. Specifically we need to complete the information in urls.py with the information in views.py. Moreover we should take care of some special situations, i.e., how to handle and implement the logic of the views for each resource and transition. These special situations include cases like transitions with the same method from two different source states to the same target state, two or more transitions from the same source state to different target states with distinct preconditions and postconditions and two or more transitions from different source states to different target states.

**Phase 3:**

In the final phase, we have all the information properly code structured to create the desired language or platform. In this project we are exporting a Django project and creating the corresponding files.

The first files we create are those needed to run the project. We simply put the name of the project, which URLs it is going to use, and indicate where our application is. After this we complete the models.py file that contains the tables of the database. In this file we place a table for each resource, indicating each time the corresponding primary and foreign keys, and the attributes that are specified in the model.

The models.py file for our hotel room booking service is:

```python
from django.db import models

class Booking(models.Model):
    bDate = models.DateTimeField()
    guestName = models.CharField(max_length=200)

class Cancel(models.Model):
    booking = models.ForeignKey(booking)
    note = models.CharField(max_length=200)
    cdate = models.DateTimeField()

class Payment(models.Model):
    booking = models.ForeignKey(booking)
```
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amount = models.IntegerField()
pDate = models.DateTimeField()
ccName = models.CharField(max_length=200)

class Processing(models.Model):
    booking = models.ForeignKey(booking)
    waiting = models.BooleanField(default=False)

class Confirmation(models.Model):
    booking = models.ForeignKey(booking)
    confirm = models.BooleanField(default=False)

class Room(models.Model):
    booking = models.ForeignKey(booking)
    rType = models.CharField(max_length=200)
    floor = models.IntegerField()

After that we create the urls.py file with all the relative URLs of the views in the project. In this way we can access the service resources. The urls.py file generated for hotel room booking REST service is give below:

Listing 9.2: Implementation of URLs for HRB Service

from django.conf.urls.defaults import *
from myApp.views import *

urlpatterns = patterns('',
    (r'^collection_bookings/$' , bookings_collection),
    (r'^collection_bookings/(\d{1,3})/$' , bookings_booking_detail),
    (r'^collection_bookings/(\d{1,3})/room/$' , bookings_rooms_detail),
    (r'^collection_bookings/(\d{1,3})/cancel/$' , bookings_cancellation ),
    (r'^collection_bookings/(\d{1,3})/payment/$' , bookings_payment),
    (r'^collection_bookings/(\d{1,3})/payment/processing/$' ,
    bookings_waiting),
    (r'^collection_bookings/(\d{1,3})/payment/confirmation/$' ,
    bookings_pconfirmation),
)

The last file we create is views.py. This file contains view for each allowed method on resource with the correct logic. These views consist of preconditions and postconditions, the main action of the method, and returns the proper HTTP code. As we do not know from the model what to do in some cases, we have written the action as an skeleton. Here is the user interacts to complete such functions.

As an example, lets look at the functionality implemented as views for payment resource. The first view booking_payment(request, booking_id) in Listing 9.3 shows implementation of payment resource. The behavioral model in Figure 9.2 shows that the allowed methods for this resource are GET and PUT. These two methods are listed in the list of allowed methods in booking_payment view and each incoming request to this view is first verified to be one of these methods, otherwise an HTTP response of method not allowed is given. The request is redirected to the view that corresponds to the invoked method. If the invoked
method is GET, it goes to booking_payment_get view and if it is a PUT method then the request is redirected to booking_payment_put. These views contain the code that implements the logic and interacts with the database to perform the required task.

Listing 9.3: Payment View

```python
def booking_payment(request, booking_id):
    if not request.method in ['GET', 'PUT']:
        return HttpResponseNotAllowed(['GET', 'PUT'])
    if request.method == 'GET':
        bid = booking_id
        return booking_payment_get(request, booking_id)
    if request.method == 'PUT':
        bid = booking_id
        amnt = request.POST.get('amnt')
        ccName = request.POST.get('ccName')
        return booking_payment_put(request, bid, amnt, ccName)

def booking_payment_get(request, bid):
    p = payment.objects.filter(booking=bid)
    if p:
        json = serializers.serialize("json", p)
        return HttpResponse(json, mimetype="application/json")
    else:
        return None

def booking_payment_put(request, bid, amnt, ccName):
    p = bookings_payment_get_local(booking_id)
    conf = bookings_confirmation_get_local(booking_id)
    proc = bookings_processing_get_local(booking_id)
    b = bookings_booking_detail_get_local(booking_id)
    c = bookings_cancel_get_local(booking_id)
    r = bookings_room_get_local(booking_id)
    if not p:
        pre_p = False
    else:
        pre_p = True
    deserialized = serializers.deserialize("json", b)
    b_detail = list(deserialized)[0].object
    a = []
    for field in ['bDate', 'cancel', 'cancel_note', 'room', 'gName']:
        new_val = getattr(b_detail, field, None)
        a.append(new_val)
    if b and r and not p and not proc and not conf and not c and not a:
        now = datetime.datetime.now()
        cc = ccName
        a = amnt
        p = payment(confirm=False, pDate=now, waiting=False, amount=a,
                    p_try=0, ccName=cc, booking_id=bid)
        p.save()
    b = booking_detail_get_local(bid)
    r = room_detail_get_local(bid)
    c = booking_cancel_get_local(bid)
    pc = booking_pconfirmation_get_local(bid)
    post_p = booking_payment_get_local(bid)
    if b and r and not pre_p and post_p and not conf and not proc
        and not c:
```
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response = HttpResponse("created")
response.status_code = 201
return response
else:
    response = HttpResponse("not created")
    response.status_code = 406
    return response

At the end we obtain a complete Django Web Framework project that implements our RESTful Web Service.

Some of the main features of the compiler are:
- It is written in Python 2.7
- We use XML 2.1 and UML 2.0

Using the compiler is very simple:

uml2django ProjectName DiagramsFileinXML

where ProjectName denotes the name of our project in Django and DiagramsFileinXML will contain the diagrams required in XML format.

9.2.3 Django Files Result

The result of the compiler is a project in Django web framework with all files necessary for execution. In order to do so, we first we find the files necessary for running the program, i.e.:
- __init__.py: Tells Python that the directory is a python module and can be imported (and imported from).
- settings.py: Django settings file contains all the configuration of the Django installation.
- manage.py: It is the first file to be executed. It calls settings.py file to start.
- urls.py: This specifies all the URLs of the different applications in the project.

A Django project could contain many several applications. Each one of them represent a different service. Each application has main three files: models.py, urls.py, views.py.

Once seen how the Django project is, we continue with fine tuning the project. As mentioned above, we need the intervention of the user in some parts of the views.py file. The user must modify the skeleton methods with the desired code.

At the end of completing the code, we run our project. To do this we boot the server and create the database to store our resources properly. When finished, we are ready to test the web service implementation and make sure it works properly.

Users can use cURL to invoke URIs if they want to use the service. cURL is a command line tool that is a capable HTTP client and supports most of HTTP methods, authentication mechanisms, headers etc. [2]. For invoking a PUT method
on payment resource with amnt value, on local server, the following command can be used on cURL:

\[
\text{curl -X PUT -d amount = 115 -d ccName ="Thomas" http://127.0.0.1:8000/bookings/3/payment/}
\]

Alternatively, users can also use REST Client available as a plugin for different browsers like Mozilla Firefox and Chrome.

### 9.3 Implementation of a Service Monitor

A service monitor can be used to continuously verify the functionality of an implemented web service. This monitoring mechanism can keep a check on the behavior of both the client and the provider. The client is checked for invocation to the service under right conditions and the provider of the service is constraint to provide the implementation as specified.

The monitoring mechanism can be implemented in Django by using the behavioral information present in our behavioral model. The service monitor is implemented as a service proxy. It listens for requests from the client, verifies the conditions to invoke the method and then forward it to the actual service implementation.

The behavioral model provides a behavioral interface that can be published with the service as a specification. This gives information about the conditions in which a method should be invoked on its interface and also about its expected conditions. The specification of a service interface can be used to build a proxy interface to test the functionality of that service and to invoke the service in right conditions.

In this section we show how we have implemented a proxy interface for holiday room booking service detailed above. In proxy interface, a method is implemented for each of the methods that are invoked on the REST web service interface using urllib2. urllib2 is a python module that is used to fetch URLs [8]. In a proxy interface for holiday room booking service, a GET method on payment resource, for example, is implemented as:

```
def booking_payment_get(request, bid):
    req = urllib2.Request('http://127.0.0.1:8000/bookings/%s/payment/' % bid)
try:
    response = urllib2.urlopen(req)
    the_page = response.read()
    return HttpResponse(the_page)
except:
    return HttpResponse(status=404)
```

Listing 9.4: Excerpt of GET view in Proxy Interface
Each GET view returns an HTTP response object. When a POST, PUT or DELETE method is implemented in the proxy interface, it manipulates the status codes of the HTTP response objects and asserts them as method pre and post conditions. An excerpt of holiday room booking service proxy interface that shows a PUT method on the payment resource is given as follows:

Listing 9.5: PUT method on Payment in the Proxy Interface

```python
def booking_payment_put(request, bid, amnt, ccName):
b = booking_detail_get(request, bid)
r = room_detail_get(request, bid)
c = booking_cancel_get(request, bid)
p = booking_payment_get(request, bid)
pc = booking_confirmation_get(request, bid)
pr = booking_processing_get(request, bid)
if not p.status_code == 200:
    pre_p = False
else:
    pre_p = True
if b.status_code == 200 and r.status_code == 200 and p.status_code == 404 and pc.status_code == 404 and c.status_code == 404:
    values = {'amnt': 33, 'ccName': 'Thomas'}
    mydata = urllib.urlencode(values)
    opener = urllib2.build_opener(urllib2.HTTPHandler)
    request = urllib2.Request('http://127.0.0.1:8000/bookings/%s/payment/' % bid, data=mydata)
    response = urllib2.urlopen(req)
    the_page = response.read()
else:
    return HttpResponse(status=404)
post_p = booking_payment_get(request, bid)
if b.status_code == 200 and r.status_code == 200 and pc.
    status_code == 404 and pr.status_code == 404 and c.status_code == 404 and not pre_p and post_p.status_code == 200:
    return HttpResponse(the_page, status=201)
else:
    return HttpResponse("not created", status=406)
```

9.4 Evaluation

In this section we reflect on the decisions taken, see the results and analyze positive and negative aspects of it. To do this we must define the parameters of how to study the solution of our compiler. For example:

- Did we get a translation which fully reflects the model?
- How good are the restrictions we have assumed in the models?
- Is creating a python compiler the best solution for this process? Why not others?

In Model Driven Development (MDD) [99], we try to achieve reliable and accurate results for a given platform or language from the models. This process may not always be a fully automated and there may not be a full equivalence
between the model and the code obtained, as in our case. This is because the lack of properties or expressiveness in the model entails the results with lack of information. We require user intervention to fill in the missing lines of code in code skeleton that we have generated automatically in order to avoid cluttering of too much information in the models that may make the models complex.

Some of the restrictions that we have introduced on the models are due to the fact that the developers need some mechanism to detect relationships or dependencies between resources and other elements. In our design restrictions, the user has to use certain names to detect certain information. This can be bad as it can lead to error if we do not take into account the modeling guidelines. It is a compromise solution, which should be studied for future improvements.

For the code generation from the models, we can find different ways to tackle the challenge. Transformation languages like ATL or QVT can facilitate this process. These languages are very useful if we desire an equivalence between the model and the code, and also if the result is automatic requiring no extra processing or analysis. Instead in our implementation, we chose to create a python compiler with greater capacity for compilation and processing of data structures so that we can analyze different parts of the code.

9.4.1 Advantages

The purpose of these tools is to make life easier for the developer. You can generate code for a particular language or platform through simply modeling a problem or system without writing any code. This is the main advantage in developing such tools.

Another very important point to develop such tools would be to obtain code without inconsistencies between the model and the code since it is an automated process which does not involve manual interventions.

Time is another important factor for a programmer. To implement applications in an agile way, changing just one part of the code allow the developer to devote more time to testing and different trials. This is another good reason and motivation for the creation of such tools.

9.4.2 Disadvantages

Not all of this is the panacea of software development. To begin implementing the compiler, there are always new problems and issues to discuss. Some of them force you to make wrong decisions, and not always choose the best solution. It may be the lack of time to develop the application or because the timing of the decision not occurred to us in time. One decision that could enter into a disadvantage is that we implemented the interface as skeleton code, and the user has to complete it afterwards because our primary focus was the implementation of REST interface. One of the major difficulties that we faced was to determine which views are
needed for Django project in addition to the diagrams. We must make complete pairs of intermediate process information through the views and the URLs.

9.5 Conclusion

In this chapter, we have demonstrated how our service design models are implemented in Django web framework. We have provided a semi automatic code generation approach. The developers of the systems can fill in the missing code as required. The tool is implemented using Python and Django web framework. The resource and URL information is extracted from the resource models and implemented in models.py and urls.py files, respectively. The information on methods and their contracts is extracted from the behavioral model and asserted in views.py. The URL information from urls.py and function information from views.py are mapped together to redirect URLs to appropriate functionality. We also show the implementation of a service monitor via a proxy interface that can continuously verify the functionality of an already implemented service. We also evaluated the implementation approach for its merits and demerits.
Chapter 10

Conclusion

In this thesis, we have presented a model-driven approach to design and validate web services with stateful and timed behavior that exhibit REST interface features. The goal of the thesis is to facilitate the service developer in the creation of REST web services for advance scenarios by providing a holistic approach that spans through different phases of service development. The conclusion we discuss here is categorized according to the different research areas that we have worked in and answers the research questions that we have posed in these areas.

10.1 Design

We have given an approach to design REST web services and their compositions for advanced scenarios offering stateful behavior. The created web services are REST compliant such that they exhibit REST interface features of addressability, connectedness, statelessness and uniform interface. The interfaces of REST web services and their compositions are modeled using UML class and state machine diagrams. The composition process is modeled with activity diagram and scenario models. The design models also provide information about the domain specific requirements, time restrictions and authorized users that facilitate the service developer to implement the right functionality.

The service design models provide behavioral REST interfaces that also provide information on how to use the service correctly. The approach to generate behavioral interfaces is first applied to a class with the help of UML class and protocol state machine diagrams. The behavioral information is inferred from them for all possible cases of UML protocol state machines. A prototype tool is developed to generate code skeletons with method contracts from UML protocol state machines. The approach is then applied to the service design models to create and implement behavioral interfaces for a RESTful web service.

The design approach is first demonstrated with a pedagogical example of hotel room booking service to explain the concepts of our design approach. It is then
applied on a relatively complex worked example of holiday booking composite RESTful web service from industrial context that shows how timed web services with stateful behavior in complex scenarios can be built using our design approach. To the best of our knowledge, our model-driven approach to design behavioral REST web service interfaces for advanced scenarios has not been addressed before.

10.2 Consistency Analysis

The problem of checking the consistency of models is addressed using semantic web technologies. By using semantic web technologies for the consistency checking of our design models we not only take advantage of several efforts done previously to reason ontologies, i.e., to derive facts from them, but also provide a mechanism for the semantic representation of REST interfaces that can be part of the semantic web. Our work provides a way to represent the service design models of a REST web service as an OWL 2 ontology and use ontology reasoners to check it for any unsatisfiable concepts resulting in service implementations with faulty behavior. The approach is fully automated thanks to the implemented translation tool and the existing OWL 2 reasoners. We have also evaluated the performance of this approach using both valid and mutated models consisting of 10 to 2000 model elements. They are evaluated on the basis of UML to OWL 2 translation time, and the reasoning time taken by OWL 2 reasoners. The result showed that the translation and reasoning time on all the models was less than 4.5 seconds in all cases. This shows that the approach can process relatively large UML models in few seconds.

10.3 Validation

The validation of service design models and their implementation is done using UPPAAL model checker. We have implemented a translation tool that translates design models to UPTA. The service design models are verified for their basic properties of the models like deadlock freedom, liveness, reachability and safety using UPPAAL model checker. The service implementation is validated with a model-based black-box conformance testing tool, i.e., UPPAAL-TRON. The approach also provides requirement traceability, which is an important part of our work. By using requirement traceability, whenever a test fails, we can trace-back the parts of the models from which the failure originated based on the requirements covered by that test. We have applied our validation approach on a relatively complex holiday booking composite RESTful web service.

For benchmarking the verification process, we have used the verifyta command line utility of UPPAAL for verification of the specified 5 properties. We have used the memtime tool to measure the time and memory needed for verification. The result showed on average 0.20 seconds and 54996 KB of memory.
being used. This shows that the current size models leave room for scalability of the approach. In order to evaluate the efficiency of our approach, we compared the specification coverage with the code coverage yielded by a given test run and the results showed 100% edge coverage with 78% code coverage that was quite promising since we did not model the negative cases. To evaluate the fault detection capabilities of our approach, we manually created 30 mutated versions of the original program code of our worked example. The faults are seeded in those parts of the code that are covered with 100% edge coverage of the model. Assuming that the original version of the composite web service is the correct one, we ran 100 test sessions in TRON against it. For each mutated version of the composite web service, we set the TRON to execute 100 test sessions against it. Out of the 30 mutated programs, 28 mutants were killed and 2 were alive.

By benchmarking of various features of our testing approach and analyzing the verification and validation results of our worked example, we have demonstrated the applicability of our validation approach and its practicality in real world situations.

10.4 Implementation

We have implemented a partial code generation tool in Python that generates code skeletons from the service design models in Django web framework. The generated code contains pre-conditions and post-conditions for each method and the developer only needs to manually input the functionality of the methods. We have not developed a full code generation tool since we focused primarily on the interface concerns of the web service. All our worked examples are implemented using our implementation tool.

We advocate that the web service created using our approach is REST compliant and can be trusted for the functionality it advertises. The created web services offer the properties of REST architectural styles that make them scalable, extensible and allow them to play well with the existing tools and infrastructure of the web. The uniform interface requirement (use of standard HTTP methods) and the connectedness requirement (creation of connected resource graph and hyperlinks) in our approach allows the use of existing web tools and infrastructure like web crawlers, curl, proxies and caches. The addressability requirement (especially when using hierarchical addresses) would lead to extensible web services and the statelessness requirement allows the development of systems that can handle many service requests simultaneously.

Our approach to design and validate REST web services is novel. The approach is also fully automated thanks to the tools that we have implemented and those already available in the industry. The service developer can model the system graphically using our approach and be positive about the fact that the services created using them will exhibit REST interface features. Consequently, the developer is supported with different tools in various stages of the development cycle to
create dependable REST web services.

The next step of our work is to integrate different translation tools behind one interface. One limitation of our approach is to keep the models up to date with the running system during its life cycle and evolution. We plan to address this limitation in our future work and study how to quantify the efforts needed to keep the models updated as the system evolves. In the future, we also plan to address the complexity of models. For that we plan to split the models into several parts, via slicing or aspect oriented approaches, each focusing on a different concern of the system. Nonetheless, the approach provides a promising approach to develop REST web services for complex scenarios that can be trusted for their functionality.
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